**Target Shooting**

**שם המגיש: איתי סרוסי  
כיתה: יב' 1  
ת.ז: 324260009  
שם המנחה: דור כהן  
תאריך: 28.5.2019**

תוכן עניינים:

שער................................................................................1  
תוכן עניינים......................................................................2  
מדריך למשתמש...............................................................3  
מדריך למפתח..................................................................7  
פירוט מחלקות..................................................................8  
תרשים זרימה...................................................................16  
סיכום אישי.......................................................................17  
קוד התכנית..............................................................18 והלאה.

מדריך למשתמש:  
בכדי להריץ את הפרויקט יש להיכנס לתיקייה של הפרויקט  
(Itay's Project), להיכנס לאחר מכן לתיקייה Game, ולאחר מכן ללחוץ על הקובץ Target Shooting .

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAAAWCAIAAACXL49bAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAvNJREFUWEftWL2Om0AQXk5RrkuVNwh2YfkJQHkAnMaVWysNLkGKLkV0ShE5kfInQQlN5NZVmthPcDyBRWFIm3e4k05kdhd21wvY2OzduWCELLPMfjN8++2M11qWZagzdQxcqIPqkDADHaGKddAR2hGqmAHFcFrXlCoZ/fLt51FMf3j/jvp3W/4o3nacX5sG3NNPbqBQ0Va2HMDwEslH5S2PZ68wLtwrCph4Rguoz19//Gts4Mw4kRVqBfQRf7EbRz99EfnM9Uwz/XQXKfXNESI8Zlky2K7bxxGi6M5Npib3l4dMzPtJt3wSR8agR9PRHcdqT+hDITz/+JddEOOXYFLIRoTCuuc2oyrCQpjNTE0j9yA08tj0fS7DYpD4gP8oRJHby2fkSVhjO3Knsm4RShhgIWmORkMSkwelKEyt5AuklicpY+6kXb8iLy4vLp9p9PlbwU4hlNeBcF68frQZLLIssICsnjsk+3aBlmEOD4PLCa29KzT3ewGrITCDGwAnkyXQLNAEvM8RQMOMyP1O2OMhssTbjGjpKA8CWlGpdqKAc+TGY1rJyphC2vsEfnuf3d3nx/S2CsUKwwYqY2ZM3pDamm43hndFWNKd67ylwSDVI5kUxUl9prjUEZoYp4a3IGUb9Is2W+AOo9ljuhA4BsGrHKwNU6QoYpbT3scnAjbZ3x7tFMpbB26cjY12bWKyXkoYurPwjPC3gq7UOL2jHcU/kZhCyygNaihrHemfZVTmoj8sdlHqz3MJ6/0h4tWhNve1XxQQDM36k+xP0HK2cQyi1srB5izB9HLajaczhZ5EqHXlIbJ9p/GwQqFWsLLDEd7cUzQpfsVaQZJPwg9wHyENSG5K/ZiWBQ2X4frfOBgNagJxhNJMBV89WBGlmqbKtGsZvfv0il37aVd69ITi0IuvD+/wxkp4HMeqtE8+eiKFxx586lF0zFGY1UEotWm3J1TsVEIjOvgeT+zwUGkr3fKPs0PPO0qDLn/eL3Bu2XWEKl6R/3NDWSghmVqpAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD4AAAAYCAIAAAAtVtk4AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAmxJREFUWEftlrFLI0EUxmdNQOXgFCz0sDiUxOLYysJig9i6e3hYeWW6Tek29w8cdtckYJN0thY24gZLCxctlRDEXQQ7C+XIecXhSdZ5b2ZnN9mVTMDoBpzAMJlk5v32m++9HcX3fTKcbWQ4sYH6Hf0tzm6IVVdSlab359+ABz4EelZCggH9lhmfm1C32RmnC/3P2drH2e8AS9oUHHoAD/u76/2pJZuhp8wwTO1nuHE+zKp0oSNYst44346+g+TQvUpBCVqh4g2unlC0JJ8wbuZ6EVwCnXLndzdcmjPQbLXpDgwd87Lb3yE3aUdf/T3RvUrRUu3jzRzn1atVfWDouHFHXka5o5JLpKl3sOuY60mw9VJgoVIdQ9KJQqXOrUXnhMtCi4XG42u6RQDDRFQXPhEJ0J9htC95jBDE5SR6lTvIrG0F9nesLbIDrjJrhlLEIR071i98uHpJGM8mYk2UHg0TqB7j9tv/oeg//pUujg43d27zGEBEKC67UQuDa+UddJa+bhJt4yuaDMaNS5ra3mWDOFYez8qoBbvGzMdUj+tN/NbNWSY71rr4KYeeW1BZ4K5Gj8AgNqjqljV575u4BFtSyqAdkrmpkR7+/Z78tPjQOpdDJ/qPMrHyMWu6TYcZCZJBDh1UCL2VvIZVmFD4joJDnzeTHRU3l54VhoBPbGLwnDQazBPsiehksanKqq5XXb4INktKVBRdGCZWKFkSB5U9XXeYu1Nj6vPqcy/Um6ujmfkV6JcPJYqjnBde6l+9LgI0TlpVvz3ReeGGRAZBOu7AxFeIomQ/TGt79Kd0Gaav0+udpn1t95p/HmL0J6saxaO7KLDVAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAIAAADajyQQAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAEn1JREFUaEPtWglUVFeavu/VShVVLAUoKCpSuMYN3Bpm0kkkIqKdpT22OZ2YOBPRnNMRk2l64nTPMSam50w8nYDHbGScTDSdk6THaY2yGO0kbRqwsxiNIVFBFjGKgCBLrVS9O/+9973Hq1cbyDhnMt2XS5233Pff+/37/d/juEUbEUIYY/gVG88NH7MjzMMPx3EBw8h1OpIbfhbGqJ+VzuVbAkeowZTDI+lT4Z8VgmhSCsGNrhPR9fNYEIKWi8msrAc2mDug8QgWqbwSDhXjHWsiZQAjd3oxXAtHUzleOYZdDwM9wgK/J7dCAQO0qv49AaNc5l+UxL6H8gle8l8lFlKMnICg/59s/28lxqHsv1dGRhpySWwKGcFUFx9bkVQwoxdhH0RXiIocPEgjOTviNOSAUONJSOY4DY2eNPYhpIE/cpX8Xx8QHt7T4/SGFn24wC2HX9UALC5ixMDUcRyhF4rtW4psjq5v/EMOoM7TUC0FbMIduAJICGiCHP4oQOkXjmi6Acg12aXXTreGRhYWmACGECJlYcDGqoqwSMv4+VxCrtcw24d1LtPfeuPvcRl/4NVl+vhkt98gZzCQXED6QYRCExoxBaHnUg8tsdFmJIzKzasizPebYvvWVQkcbwQ6PsMsF5ridvXrjVa9Xs/YjLHgdAxq/F2cv1fw9miEXk7o43z9Rr2XiJA0+CXKmf2LztOtQ6NzQ8Cg8BLToNTsAFlT2Y7QxgpyEpZOi+E4LRG9v0vHu3XmDI1W7/F4/LRp4MRg1BoTtTFputhMjeU2jTWHj88d4Ob5+fghTaoXJ3h8eoEz/tef3Z19Q0P+UfrY0NkzwzAmG8vcutpGJSY2rIn3Gpdg3szOXS4Xh91IcBmNMYjTIfAffAy7JVss7+sCPp6/Atm4v6unr77hksmo//yblnc/bogiwNFLjJofbEYUnbCGbVIUrSAncel0E5OYqNnYrfVdEvywZQAUZp1Op9XF8Fqzy4OGiO/kNAADg8phz6DQcPArU6LJaPbB9cT45KT42EmpSXlzM5fMzkiON+07eiq6ZoaX2CicBx/UgjWWysKj932r4YfwUC/2diNfHwgtBprJxAv9LiHB7Tf5sN7nHvr64FfdjV2C1sbcyfGdR0/99nM4aP6u2+EK4/ujYxVHEAsOGEzmAAcmiF3WMfAD2Ee63Px+BA5X3dh2y9fT0dDn4JDOhjVWUL9Ln7Y1vH+W5wQAaDAYgIYfeVLmjeu72td3ecDH2YD6YEd/x9krQC8jzWaOIe6HcTIsFmnlqjjE9CzgMeqCI9AJ2GSK20TVcMYXhM+c/nL9+vXbt29vamryOr1DTm9bXQvSxmPB7R30eHrdcYna5U8VNNaeP/5szeXPLx3Y/I7rhsvZ62w49JWja1BlhyOW0/DAcHtsMbRAMYB2hbkRhyP2EOKSIpU9M3Pe3HlnzpxpaGhoOn7+szdOArwb37kRZ3Bcd1RvO4w4LecfiE2KNdnMwDDPgAcs09PvPv3Oqd62HplycFYwQpAaLi1bPVShm5KisqBEN/Y0TWKnBQsDnYckLrgZGz8l946fLF9ekJKS4r/h/+7UZa/D21bbHJsce/mL9huXemfdm4N5ozE5JueBxdbUuIzb7ZdOtuqMuqm325Onp1wfcu+r+QJmiVBEUS47ICukShdGYuqcXUoaFG46aEopgVAUS+Li4lLT0qYtn7HwkSW6GF3sOIuzx3H+6LcgvWNPV4NdafTEo0KUtoyz8BreGBezaMPSJHuybBE3LbEgYIqSk0qS6koOywwVSqPImIYZQVy/IGgMmtgUS+GvV6cvnjz1h3Z4qPP8NQBmTbX6fBAHSJv/QA6wAA5uDLraOyG3DlFNGokesnVG8DnqvVZE5inEFZj7EfUVcOptadMKyKIB3ozCWTqTftkvC0BQp06dOnz48NmzZ+HWlLyp9rumwUGCxZSekiBiCKqUjQRbeFUM+TRZIqnVhah7iUGCJbhqTl+5enVI67PfSRaNBCegArUcf1sqAHvjjTf27t1bXl7udrsvtHeev9R54VKnl8TywMLjCNEohgVIjAlRYhWpVVF+C8By6OS6ep/GBsvpueJAwenPPv10w4YNzz33XE1NjU/Qg/+4p/zH4BI5/w26ftzR0bFv375p6Skw1fTJ4/Q6angwGfXGw0XO8NIL5jVdekghjJxJocUVEBC9Xm99ff2ePXuOHTuG/IMa3Ee2pxqrViumY0eOHOnr65uQHDfyaSOPHEVKFYZQKHGFD/MHDhwQOEiINTQU8s8+u/P1ite3PL4FHAyAt5qH8+kxImSbIkUb3daTmZNcD5esSwxo4toWLVp83333p45PhXPQuhMnPiGPaBPZtjo+PiFrGjW/kbQR+5KI1f2oMykicihLE58fN27cQw8+9NJLL+98duecOXMhHYGNDLvHavYR8rioSwg3YIw2Jm31h52hQoZBc86aNTt7wQJl2JCymfAZqopI+Lc5qoGwLVckf+w4SoOMXpnUy7E4tEuMTIz4W5ao/U83WmlT9VHMIUctWVBUv+S6TTRStwqWKlcMdCO0zELCiQL8cFbK5MbMQ0LF8ISK0eEAMgsLJTIgRaYgsYwehOjYH/IiRn7oY3P3KufBQAZlHhHERmP/GBRR9aziNCSwEZmatNxQ4oqqihIWktAExgaZCwzwTcMem8RAQ0QmsfUx5RytjYX19iFQjVi8YwQmRSNRA2XPAQe0Uh+tic5jDMoYNo5FmzrqfYXDGBYX79WRTUrUFjmOhdg+jySOUX80NokpXaLsOaC+xZmg0BsVFTOhcFbEUI2wNBA819iAidYRuMvEqKur8+el/3D0aE1Pz3BZJiTOxqbG9vZ2l9sdgQvh9/SRWEeBsU148AYG6lNBTU1MmUxJoRmKgVevXn2t4rVNm4t3PPP0J5+ccDqdIVfx1lv7t/3TU9u2PRXiLsxOrxKRgvMUaLEMfqUO4VXD8bBN4KGKSG+RYaz6T17GKatUod73RWBLQbaVvpSgC1AgNJkT7nlwR3p6usPhgJS3/mT9+4ffh7zeYND39PYODg7+YNFtSGuBh65du5acnAyM0Gg0q1evNhqNjFp7R/f+ms8ZV5W6qtTMsLqqIX6LQwsflVx28AY5ioqvzYt7s2SKQSf5eqgfU4/v8hu7DD+JjzXqtNr+/v6PP/74ww8/bGlpgfcvsJply5atWbsmfUI6TN/c3BwfH28ymaA8DKdQF4AdNBzUfnnu7pJXGTCoBsnMDQYm35IcLGyIdHBxTBJraPf86eu+FdmWWCOotJQNY6zVmnhLdmfvYMf1PniRlDN/7ooVK/Lz80EgsE0GSSalTx9vs8L0Zy+0gkI5PP7rfY62a72wg44x6EclMbVCAXSNhlY4xiAxRnSiTff70tScLHh1xOK1gHmrJ+kRdtfn80OVxqjXWs0xtjgz42vT5W4mGRCjLDH6Pk2MfnWnz+f/bA8U76H7WbmFNpWTVJ7KmQo3domxyfpcaP+J/nQbN28KbOyJWrZ0Oop+WXtj0JFqsyTGWZITLAlWs2fId7mz98aAywC1Go6zmEgVoP5Ug0Gvj4V3EHq98v1D+9XufZX1HH1zRXglGX+w95evyCYHHm+sNsaAiW/pOfR4QezzjyQbNLi5ayjzMdAxTqfV5M3J+PGd2Wvuyo63xrLx/YMua6z4+m/2faXNHQNxFvOUtKTJqTb7xCT7xGR7esqVzu4NO9/meB2VWGgbC5ahKDTwlGN0Hkpg7PiHM3XvPJHsGsJTNzeT/Q7xxiSlBlVcsWTGuvyFRX8zV65MwXgGDGlAhsQwRII0zDDFi+A8AIbKMYrA6D6LOg95o8kIk0825B60vw7ecSsyvbYu/3/WDaZYUdUXbsRDaQ20icjU78fn2zoPfHS64vcnWi53xZkNqTYrWNTL7x7vdQ4BfghIwSkIM0hiaVKT0SrjK9EaRXJMFJjEQHAeqhb8hal6ROC5EPzqUIySynEKgZDxk8bFr7lrwds1JztukLSDxKsQrxEJAfpdyHALNjMVMAbyFgFj6xA/MGEnKmCqorIqEEdAMkJgY8wVI4tSStboqAj5bjQqUe6rdJhp6S0GxpakMICb3hGPFvz/CrBAbKNdYtTxKuVkqnErgY14Gx916Tcx4FYCUwkqGk6lB1d581EBE59FC9Yjvxf56AcjWj3S6Dl96FceavNgT/k9JKGnD5KubD4Pocw6axoDGckGB7zmJZFKpE/Gezg//WAMhmkN8KvauTDdi2Cu1HkAIc8Acl1HA3OrzvyseOAqcl5HnsHh1YRjF6DyDpDBrpyqQ/fnyquXxxPKg2SAc1HVuSMYesMBfOb5sswwxNl+V3ahMx+4cHrXi9NDTD8MiS2eTAFrHlCumSdc99LpBwYQ8qKBq9iRXfnl8y/aAz76CcEekJVI1Ene4jGZKxvMKiKHdyut5cunc+Pn5L0qlDy/NlcI/0WRrLHfvJ01/+dbz0WsYIFSkCm6sXNB5el/fTHLI88PEpPWN+BgwFB/P0J+5O5mnMD9V6CT67IwQQ6iKKhsPW6EvVTmbEwP4RRTVDhw9SBSF4BPjAi1ul+UV09ZujadjgzodArGe4c4tXhKmC7NzgZAJ0uinS2PrXlIFBoVg/1ulDSNaD8qrsJVxeRXah+VcTNWFR+XTo9tRxmPlrXgqm2r4Do3IQc9fhw3vZJrSSUU0nLI3WZxcNU/r0eZdyObTLmxLJfaGKHfVHb3NDR5RxVuqzrehvGJ4sm5qOitRmmeqpI5KGk6SnqqCreWFS7kpt6JivZLd2FwHrli3wgrYa3qsS3Da/5jBbd4M/Rgr1ixkttUjVrKVy7ki6uANxXrpnOJGZz1yer89WX2E1t3nyi8K4dorGegeNWy6t0v1hlI9YKoxI9+WnJxB8E874GVR0KbZm5ZaWFT5Xu1IBYQ46Ss81u55EcrHLdXHflp49a53ISF3PK9WWWHyuaB44FvBwTk7cb9S6qO5FXmZ3DJM7gt3tLSROxMKTtaUXRsIz9xMRc3ceUru8U137OMf/Ikmzicu8fIR4wSgw6s2Y17WnD/C4UwDajTfxyuzs/bCMrg/9G9mXt3HrKhmESkp3utsxea8rc3PmFT2TGdyF5Si7HPXVvStGlmaR2xagB2sfLdE0SvZk3MQn84+OYA4U7tP+6qzphmB+2CT8X8yHUFzUrPQhklx1tw1zm8e5k9cxKaeUfR1I92PfdtOL8WBRgmUz7R+IqwiYSGvPIm2OiDfr+2szyj9OnJuc88lvXBB/UxNmSyIRAauObPns6ypj0sPAMOsKpI5R4ult+RBs6DMz9YAZk3GL0TDB3YRw2GfJzjo8YDBnmdLBeMVvyMFmwVXH/NJnMyFzeB0xm5wpeQF4j7Q7grBVCefkgRiFxDxUis34NmZ9mbLnwNp7lri8iXQiRS1b1XiVZu+1UhX1l1DWvN1HKGW92OVXmvX8qyT1F/Jae3csAC6Ey8ZBb4NN1CmPLpuUZUcO/fUSJEWasPVigpftOIVpT+y4LhS3/+XeXF/NJfTRdDIsQ6rVr1eBKRDbHIlCjOBIw3HTp4NLPkj934d+vQ3l+XI6JE+M2ZjRd5VgxEdVt3NRUUNv/b1guxNIbqyVqhb/gtcaEdZ2s3tu/6TSvi6XVQVBMg1yB9Igbxgqdh3QTVAR4ZKNSY91fmV2S90o8dXbh2VWXeSiUuZDqw8o5X0ZYPcN93eMiNax5HMc1bl25r3LxfaP0T7mmu2pQIFA4eyyg59AfhhSUMP8fNup/YEigA6DdrsBo52oIxsAbrgwan0D2DxZXue4/lrjw6iQyGb3zlQAl3ASoIATCAJpDwTarcTFYYiICyQWBg+gY8ZTmEFAM5rQGDByfKCYoK/vO+g+aHKoALhKaVcBAiJ3QgCCP1FuUVMqkpCWaBWxTYnHVkKIk8YnTDwGkZGDuAW6Bv8AurhCsLdzT+u/HhFe/WmceTKRkwlojAAcutmKv0DHCUNZzRivQWrDfDRNjdT6ZTACNWBMTpXMPANlXj0ta8vJfrgCnQSG5F10C5AAyBbwKVV6jiEMWWgM2nuaIiIYKkTZVPYYbZ58XOcWX175VktpUXrXuyNQ0ZE0gNQAbGhrGEkOWNfi9HKXNaI1zEvA6uYJCGlJqKOw4CjKad0EB9ZmxsPF5sJyFn7RNNNqyjGgRQFLkoJ3hJEFZlp2RegwQsR13zIMBUjSEHZjuvA0VCTm8B7cI6MwAj+WvIjygYHZpsM3rBeZl0S3JXgI2lOz4PWR9TYADGZKRoUUsJo9y2UEhM4mpuqZlxs+cgcMI1Yi1kokCXG0BUekkU8HmcJJX/Bh8Yjds3T/bYAAAAAElFTkSuQmCC)

לאחר הלחיצה על הקובץ, ייפח הפרויקט, ויוצג החלון הבא:  
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לאחר שלחצת על רווח(Space), יתחיל המשחק ותעבור למסך הבא:  
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זהו בעצם המסך המרכזי של המשחק, ופה בעצם יתבצע ה"שיחוק" או בעצם המשחק עצמו.  
המטרה תתחיל לזוז מקצה לקצה ומשחקיות עובדת כך:  
החצים ימינה ושמאלה: יזיזו את האקדח ימינה ושמאלה בהתאמה.  
מקש הרווח: ירה את הכדור מן האקדח.  
המקש R: יאתחל את המשחק למצב ההתחלתי שלו.(ראה תמונה קודמת).  
על המסך יוצגו הנתונים הבאים: במרכז המסך מתחת לשם המשחק (Target Shooting) יוצג מספר השלב(Stage) ומתחתיו מספר הרמה בשלב(Level).  
מצד ימין אל הנתונים הללו יוצגו הוראות המשחק.  
במידה והמשתמש לחץ על רווח(Space) ופגע במטרה, המשתמש יעלה רמה אחת בשלב ומהירות המטרה תגדל, במידה והחטיא ירד מספר החיים ב1.

![](data:image/png;base64,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)  
בפינה השמאלית העליונה יוצגו מספר ה"חיים" שנותרו למשתמש באותו משחק(ערך התחלתי: 10), כאשר ערך החיים (Lives) יגיע ל-0 המשתמש ייפסל, המשחק ייגמר ויופיע המסך הבא:

כדי להתחיל מחדש את המשחק יש ללחוץ על הכפתור R.  
  
במידה והמשתמש לא נפסל וממשיך במשחק ישנם במשחק 3 שלבים(Stages):(לכל שלב 10 רמות)  
Stage 1: המטרה תזוז עד כאשר המשתמש יורה (לוחץ על רווח) המטרה תעצור במקומה, לאחר שהכדור נורה(בין אם פגע או לא) המטרה תמשיך לזוז.(המטרה תעצור רק כאשר הכדור נורה).  
Stage 2: המטרה תזוז תמיד (גם כשהמשתמש יורה).  
Stage 3: המטרה תזוז תמיד אך בנוסף – כאשר המשתמש יורה (לוחץ על רווח) כיוון תזוזת המטרה יתהפך.

אם במידה והמשתמש עבר את כל עשרת הרמות בכל שלושת השלבים המשתמש בעצם סיים את המשחק בהצלחה ויוצג המסך הבא:  
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מדריך למפתח:

**נתוני המערכת וסביבת העבודה:**

השפה בה מומש הפרויקט היא בשפת התכנות ++C.  
סביבת העבודה: Visual Studio 2017, בבית הספר ובבית.

הספריות בהן היה שימוש בפרויקט הן: OpenGL, glut.

קבצים בשימוש:

|  |  |
| --- | --- |
| **קבצי header (.h)** | **קבצי source (.cpp)** |
| main.h | main.cpp |
| Target.h | Target.cpp |
| Gun.h | Gun.cpp |
| GameState.h | GameState.cpp |
| CPolygon.h | CPolygon.cpp |
| CModel.h | CModel.cpp |
| CPoint.h | CPoint.cpp |
| CMyOpenGLInit.h | CMyOpenGLInit.cpp |
| CCircle.h | CCircle.cpp |
| CBall.h | CBall.cpp |
| Bullet.h | Bullet.cpp |
| CGameHandler.h | CGameHandler.cpp |

|  |  |  |  |
| --- | --- | --- | --- |
| **שם הפונקציה:** | | **פרמטרים:(מה הפונקצייה מקבלת)** | **פירוט:**  **CGameHandler:** |
| StartOfGame() | |  | הפונקציה מאתחלת את כל הערכים שצריכים אתחול בתחילת המשחק. |
| DrawScence() | |  | הפונקציה מציירת את האובייקטים של המשחק על מסך המשחק. |
| LogicPart() | |  | אחראית לביצוע פעולות המשחק בכל פריים. |
| WriteText() | |  | אחראית לרשימת כל הטקסט על מסך המשחק. |
| KeyPressed() | | char key | הפונקציה אחראית לביצוע פעולות אשר המשתמש עושה בעת לחיצתו על הכפתורים, \*משתמשת בכפתורים המוגדרים על ידיי visual studio ללא ספריות מיוחדות. |
| SpecialKeyPressed() | | char key | הפונקציה אחראית לביצוע פעולות אשר המשתמש עושה בעת לחיצתו על הכפתורים, \*משתמשת בכפתורים מספריית glut. |
| GetBeckgroundColorR() | |  | הפונקציה מחזירה את ערך ה"red" של צבע הרקע |
| GetBeckgroundColorG() | |  | הפונקציה מחזירה את ערך ה"green" של צבע הרקע |
| GetBeckgroundColorB() | |  | הפונקציה מחזירה את ערך ה"blue" של צבע הרקע |
| ChangeBackgroundColors() | | float r, float g, float b | הפונקציה משנה את ערכי הצבעים לערכים שקיבלה |
| משתנים במחלקה: | | GameState gs1;  int BulletShotTimer = 360;  char Level[128];  char HP[128];  char stages[128];  Gun gun1;  Bullet bullet; Target target; | אחראי לבקרת המשחק. אחראי לטיימינג של יריית הכדור. אחראים לכתב שנראה על המסך(chars).  האקדח. הכדור. המטרה. |
|  | |  | **GameState:** |
| GameState() | |  | הפונקציה יוצרת הופעה חדשה של המחלקה. ומאתחלת את ערכי המשחק. |
| Gameover() | |  | הפונקציה בעצם מודיעה על סיום המשחק (לא בהצלחה) המשתמש בעצם נפסל ומגיע למסך "Gameover " שאותו הפונקציה הזאת מפעילה. |
| StageChange() | |  | הפונקציה אחראית על שינוי הסטייג'ים (השלב) |
| GameFinished() | |  | הפונקציה בעצם מודיעה על סיום המשחק (בהצלחה) המשתמש בעצם סיים את המשחק ומגיע למסך "Congratulations" שאותו הפונקציה הזאת מפעילה. |
| Stage2LivePlus1() | |  | הפונקציה מוסיפה למשתמש חיים 1 על הגיעו לשלב 2. |
| Stage3LivePlus3() | |  | הפונקציה מוסיפה למשתמש 3 חיים על הגיעו לשלב 3. |
| RESET() | |  | הפונקציה מאתחלת את כל ערכי המחלקה, ובעצם אנו משתמשים בה כדי לאתחל את המשחק על ידי לחיצה על הכפתור 'r' . |
| **\*בנוסף יש לכל המשתנים במחלקה פעולות - Get ו- Set .** | | המשתנים במחלקה: חיים. קבוע מהירות המטרה. קבוע מהירות תזוזות האקדח. משתנה המתריע על פסילה מוחלטת. מספר השלב. מספר הרמה. מכפיל מהירות המטרה. משתנה המתריע על סיום המשחק. משתנה המתריע על עליית שלב. משתנה המתריע על פספוס המטרה. משתנה המתריע על פגיעה במטרה. משתנה המתריע על פגיעה מדויקת. משתנה המתריע על התחלת המשחק. משתנה שאומר אם נורתה כבר ירייה. משתנה שאומר אם היה כבר ריסט. משתנה שאומר שהכדור כעת בהנפשת ירייה. | int lives;  double xChange;  double gunMove;  bool GameOver;  int Stage;  int Level\_Number;  double xChange\_Multiplier;  bool Congratz;  bool StageUp;  bool ShotMissed;  bool BulletHitTarget;  bool BullsEye;  bool GameStarted;  bool FirstShotBeenShot;  bool GameReboot; bool BULLETbeenSHOT; |
|  | |  | **Gun:** |
| למחלקה פונקציה אחת (פונקציה בונה) והיא: Gun() | |  | הפונקציה בעצם בונה את האקדח במשחק שבנוי מ31 פוליגונים ובנוי בתלת מימד מכל הכיוונים כך שלא משנה מאיפה יסתכלו על האובייקט הוא יראה תלת מימדי. |
|  | |  | **Bullet:** |
| Bullet(); | |  | המחלקה Bullet יורשת מהמחלקה CBall ובעצם הפעולה הבונה של Bullet מפנה אותה לפעולה הבונה של CBall ולכן Bullet הוא בעצם CBall. |
| BulletShot(); | |  | הפונקציה בעצם מבצעת את האנימציה/ הנפשה של יריית הכדור והזזתו במרחב המשחק. |
| BulletComeBack(); | |  | לאחר הירייה של הכדור, הכדור חוזר אל קנה האקדח, פעולה זו מבצעת את החזרה של הכדור לקנה. |
| BulletHitCheck(); | | GameState &gs1, Target &target | הפונקציה בעצם מקושרת לערכים הנמצאים בGameHandler ובעצם בודקת האם הכדור פוגע במטרה או לא, ואם הוא פוגע במרכזה, לפי פונקציה זו בעצם נכתבים טקסטים שונים על המסך כמו "BULLS EYE! " או "Miss!" ... |
|  | |  | **Target:** |
| Target(); | |  | המחלקה Target יורשת מהמחלקה CModel ולכן Target היא בעצם Model, הפונקציה הבונה של המחלקה בעצם בונה מודל שבנוי מ5 עיגולים שיוצרים את המטרה במשחק. |
| TargetMovement(); | | GameState &gs1 | פונקציה זו אחראית על תזוזת המטרה, בכל אחד מן השלבים והרמות השונות. |
|  |  | **CCircle:** |
| CCircle(); |  | הבנאי בעצם יוצר מעגל בסיסי ממספר נקודות שהוגדר התחלתית. |
| CCircle(); | int num\_of\_points | בנאי נוסף שבונה את העיגול לפי מספר הנקודות שקיבל. |
| SetNumberOfPoints(); | int num\_of\_points | משנה את מספר הנקודות שלפיהן נוצר העיגול. |
|  |  | **CPoint:** |
| CPoint(); |  | הבנאי הבסיסי של הפונקציה, יוצר הופעה חדשה ומאתחל את כל המשתנים של המחלקה. |
| CPoint(); | double x\_coordinate, double y\_coordinate, double z\_coordinate | בנאי נוסף, יוצר הופעה חדשה אך רק עם ערכי מיקום ובלי ערכי צבע. |
| CPoint(); | double x\_coordinate, double y\_coordinate, double z\_coordinate double red\_component double green\_component double blue\_component | בנאי נוסף, יוצר הופעה חדשה עם ערכי המיקום וגם עם ערכי הצבע. |
| MovePoint(); | CPoint point\_move | הפונקציה מזיזה את הנקודה לקורדינטות של הנקודה שקיבלה. |
| MovePoint(); | Axis axis, double move\_value | הפונקציה מזיזה את הנקודה בערך מסוים בציר המבוקש. |
| MovePoint(); | double x\_move, double y\_move, double z\_move | הפונקציה מזיזה את הנקודה במרחב, בכל ציר בערך שהוזן. |
| SetPointCoordinates(); | Axis axis, double coordinate\_value | הפונקציה מגדירה את הקורדינטה של הנקודה בציר המבוקש. |
| SetPointCoordinates(); | double x\_coordinate double y\_coordinate double z\_coordinate | הפונקציה מגדירה את הקורדינטות של הנקודה מחדש. |
| ScalePoint(); | Axis axis, double scale\_ratio | הפונקציה משנה את קנה המידה של הנקודה בציר המבוקש. |
| ScalePoint(); | double x\_ratio, double y\_ratio, double z\_ratio | הפונקציה משנה את קנה המידה של הנקודה בכל ציר לפי קנה המידה שהוגדר לכל ציר. |
| RotatePoint(); | Axis axis, double rotate\_value | הפונקציה מסובבת נקודה סביב הציר המבוקש בערך שהוזן. |
| SetPointColor(); | Color color\_component, double color\_value | הפונקציה מגדירה את הערך של הצבע המבוקש לערך שהוזן. |
| SetPointColor(); | double red\_component, double green\_component, double blue\_component | הפונקציה מגדירה את ערכי כל אחד מן הצבעים של הנקודה. |
| ClonePoint(); |  | הפונקציה יוצרת נקודה נוספת עם אותם ערכים של הנקודה הנוכחית. |
| GetCoordinate(); | Axis axis | הפונקציה מחזירה את הקורדינטות של הנקודה בציר המבוקש. |
| GetColor(); | Color color\_component | הפונקציה מחזירה את ערך הצבע המבוקש של הנקודה. |
| DrawPoint(); |  | הפונקציה מציירת את הנקודה. |
| MovePointX(); | double x\_move | הפונקציה מזיזה את הנקודה בציר הx לפי הערך שהוזן. |
| MovePointY(); | double y\_move | הפונקציה מזיזה את הנקודה בציר הy לפי הערך שהוזן. |
| MovePointZ(); | double z\_move | הפונקציה מזיזה את הנקודה בציר הz לפי הערך שהוזן. |
| SetPointX(); | double x\_coordinate | הפונקציה משנה את ערך הx לערך שהוזן. |
| SetPointY(); | double y\_coordinate | הפונקציה משנה את ערך הyלערך שהוזן. |
| SetPointZ(); | double z\_coordinate | הפונקציה משנה את ערך הz לערך שהוזן. |
| RotatePointX(); | double x\_rotate | הפונקציה מסובבת את הנקודה סביב ציר הx בערך שהוזן. |
| RotatePointY(); | double y\_rotate | הפונקציה מסובבת את הנקודה סביב ציר הy בערך שהוזן. |
| RotatePointZ(); | double z\_rotate | הפונקציה מסובבת את הנקודה סביב ציר הz בערך שהוזן. |
| SetPointRed(); | double red\_component | הפונקציה מגדירה את ערך הצבע האדום של הנקודה לפי הערך שהוזן. |
| SetPointGreen(); | double green\_component | הפונקציה מגדירה את ערך הצבע הירוק של הנקודה לפי הערך שהוזן. |
| SetPointBlue(); | double blue\_component | הפונקציה מגדירה את ערך הצבע הכחול של הנקודה לפי הערך שהוזן. |
| GetX(); |  | הפונקציה מחזירה את ערך הx של הנקודה. |
| GetY(); |  | הפונקציה מחזירה את ערך הy של הנקודה. |
| GetZ(); |  | הפונקציה מחזירה את ערך הz של הנקודה. |
| GetRed(); |  | הפונקציה מחזירה את ערך הצבע האדום של הנקודה. |
| GetGreen(); |  | הפונקציה מחזירה את ערך הצבע הירוק של הנקודה. |
| GetBlue(); |  | הפונקציה מחזירה את ערך הצבע הכחול של הנקודה. |
| המשתנים במחלקה: | double \_x\_coordiante double \_y\_coordinate double \_z\_coordinate double \_red\_component double \_green\_component double \_blue\_component | הקורדינטות והצבעים של הנקודה. |
| המחלקה יורשת מCPoint ובעצם בנויה ממחלקה של Points . |  | **CPolygon:** |
| CPolygon(); |  | הבנאי הבסיסי – יוצר הופעה חדשה של שתי נקודות מאופסות אותן הוא מכניס למערך. |
| CPolygon(); | int num\_of\_points | בנאי נוסף – יוצר מערך נקודות בגודל שהוזן ומאפס את כל הנקודות. |
| CPolygon(); | Const CPolygon &Polygon | בנאי העתקה – מקבל עצם ויוצר אובייקט חדש על פי העצם. |
| SetNumberOfPoints(); | int num\_of\_points | הפונקציה מגדירה את מספר הנקודות בפוליגון ומאפסת אותן. |
| SetPolygonColor(); | Color color\_component,  double color\_value | הפונקציה משנה את ערך הצבע המבוקש של כל הנקודות על הפוליגון. |
| SetPolygonColor(); | double red\_component, double green\_component, double blue\_component | הפונקציה משנה את כל ערכי הצבעים של כל הנקודות על הפוליגון. |
| DuplicatePolygon(); | CPolygon polygon | הפונקציה משנה את מערך הנקודות של הפוליגון למערך הנקודות של הפוליגון שקיבלה. |
| SetOnePoint(); | int point\_index, CPoint point | הפונקציה מגדירה את הנקודה המבוקשת בפוליגון לנקודה שקיבלה הפונקציה. |
| SetOnePointCoordiantes(); | int point\_index, double x\_coordinate double y\_coordinate double z\_coordinate | הפונקציה מגדירה את הקורדינטות של הנקודה המבוקשת בפוליגון. |
| SetOnePointColor(); | int point\_index, Color color\_component, double color\_value | הפונקציה משנה את ערך הצבע המבוקש בערך שקיבלה לנקודה המבוקשת. |
| SetOnePointColor(); | int point\_index, double red\_component, double green\_component, double blue\_component | הפונקציה משנה את ערכי כל הצבעים לנקודה המבוקשת. |
| MovePolygon(); | Axis axis, double move\_value | הפונקציה מזיזה את הפוליגון על הציר המבוקש בערך שקיבלה. |
| MovePolygon(); | double x\_move, double y\_move, double z\_move | הפונקציה מזיזה את הפוליגון בכל ציר בערך שקיבלה לו. |
| MovePolygon(); | CPoint point\_move | הפונקציה מזיזה את כל הנקודות בפוליגון בערכי הנקודה שקיבלה. |
| MovePolygonCenter(); | Axis axis, double coordinate\_value | הפונקציה מזיזה את נקודת מרכז הפוליגון בציר המבוקש בערך שקיבלה. |
| MovePolygonCenter(); | double x\_coordinate double y\_coordinate double z\_coordinate | הפונקציה מזיזה את נקודת מרכז הפוליגון בכל הצירים בערכים שקיבלה לכל ציר. |
| MovePolygonCenter(); | Cpoint point\_coordinate | הפונקציה מזיזה את נקודת מרכז הפוליגון לנקודה שקיבלה. |
| ScalePolygon(); | Axis axis,  double scale\_ratio | הפונקציה משנה את קנה המידה של הפוליגון בציר הנבחר. |
| ScalePolygon(); | double x\_ratio double y\_ratio double z\_ratio | הפונקציה משנה את קנה המידה של הפוליגון בכל הצירים בערך שקיבלה לכל ציר. |
| ScaleSelfPolygon(); | Axis axis, double scale\_ratio | הפונקציה משנה את קנה המידה של הפוליגון בציר הנבחר, ביחס למרכז הפוליגון. |
| ScaleSelfPolygon(); | double x\_ratio double y\_ratio double z\_ratio | הפונקציה משנה את קנה המידה של הפוליגון בכל ציר בערך שקיבלה לכל ציר, ביחס למרכז הפוליגון. |
| RotatePolygon(); | Axis axis, double rotate\_value | הפונקציה מסובבת את הפוליגון סביב הציר המבוקש בערך שקיבלה. |
| RotateSelfPolygon(); | Axis axis, double rotate\_value | הפונקציה מסובבת את הפוליגון סביב הציר המבוקש בערך שקיבלה, ביחס למרכז הפוליגון. |
| DrawPolygon(); |  | הפונקציה מציירת את הפוליגון. |
| GetPoint(); | int point\_index | הפונקציה מחזירה את הנקודה על הפוליגון באינדקס המבוקש מתוך מערך הנקודות של הפוליגון. |
| GetPolygonCenter(); |  | הפונקציה מחזירה את מרכז הפוליגון. |
| GetNumberOfPoints(); |  | הפונקציה מחזירה את מספר הנקודות בפוליגון. |
| המשתנים במחלקה: | int \_num\_of\_points CPoint\* \_points\_array |  |
|  |  | **CModel:** |
| CModel(); |  | הבנאי הבסיסי – יוצר הופעה חדשה שבה יש שני פוליגונים מאופסים במערך הפוליגונים של המודל. |
| CModel(); | int num\_of\_polygons | בנאי נוסף – יוצר הופעה חדשה שבה מספר הפוליגונים במערך של המודל הוא המשתנה שקיבל הבנאי (מאופסים). |
| CModel(); | Const CModel &model | בנאי העתקה – מקבל עצם מסוג מודל ובונה את המודל החדש לפי המודל שקיבל. |
| SetNumberOfPolygons(); | int num\_of\_polygons | הפונקציה מגדירה את מספר הפוליגונים שיש במערך הפוליגונים של המודל. |
| SetModelColor(); | Color color\_component,  double color\_value | הפונקציה משנה את ערך הצבע המבוקש של כל הפוליגונים במודל. |
| SetModelColor(); | double red\_component, double green\_component, double blue\_component | הפונקציה משנה את כל ערכי הצבעים של כל הפוליגונים על המודל. |
| SetOnePolygon(); | int polygon\_index, CPolygon polygon | הפונקציה מגדירה את הפוליגון באינדקס המבוקש להיות הפוליגון שקיבלה. |
| SetOnePolygonColor(); | int polygon\_index, Color color\_component,  double color\_value | הפונקציה משנה את אחד מערכי הצבעים(המבוקש) של אחד מן הפוליגונים במערך של המודל בערך שקיבלה. |
| SetOnePolygonColor(); | int polygon\_index, double red\_component, double green\_component, double blue\_component | הפונקציה משנה את כל ערכי הצבעים של אחד מן הפוליגונים במערך של המודל. |
| MoveModel(); | Axis axis, double move\_value | הפונקציה מזיזה את המודל בציר המבוקש, בערך שקיבלה. |
| MoveModel(); | double x\_move, double y\_move, double z\_move | הפונקציה מזיזה את המודל בכל ציר לפי הערך שקיבלה לו. |
| MoveModel(); | CPoint point\_move | הפונקציה מזיזה את המודל על פי הקורדינטות של הנקודה שקיבלה. |
| MoveModelCenter(); | Axis axis, double coordinate\_value | הפונקציה מזיזה את מרכז המודל בציר המבוקש בערך שקיבלה. |
| MoveModelCenter(); | double x\_coordinate double y\_coordinate double z\_coordinate | הפונקציה מזיזה את מרכז המודל בכל ציר לפי הערך שקיבלה לו. |
| MoveModelCenter(); | Cpoint point\_coordinate | הפונקציה מזיזה את מרכז המודל לנקודה שקיבלה. |
| ScaleModel(); | Axis axis, double scale\_ratio | הפונקציה משנה את קנה המידה של המודל בציר המבוקש בערך שקיבלה. |
| ScaleModel(); | double x\_ratio double y\_ratio double z\_ratio | הפונקציה משנה את קנה המידה של המודל בכל ציר לפי הערך שקיבלה לו. |
| ScaleSelfModel(); | Axis axis, double scale\_ratio | הפונקציה משנה את קנה המידה של המודל בציר המבוקש בערך שקיבלה, ביחס למרכז המודל. |
| ScaleSelfModel(); | double x\_ratio double y\_ratio double z\_ratio | הפונקציה משנה את קנה המידה של המודל בכל ציר לפי הערך שקיבלה לו, ביחס למרכז המודל. |
| RotateModel(); | Axis axis, double rotate\_value | הפונקציה מסובבת את המודל סביב הציר המבוקש בערך שקיבלה. |
| RotateSelfModel(); | Axis axis, double rotate\_value | הפונקציה מסובבת את המודל סביב הציר המבוקש בערך שקיבלה, ביחס למרכז המודל. |
| DrawModel(); |  | הפונקציה מציירת את המודל. |
| GetPolygon(); | int polygon\_index | הפונקציה מחזירה את הפוליגון הנמצא בערך המבוקש במערך הפוליגונים של המודל. |
| GetModelCenter(); |  | הפונקציה מחזירה את מרכז המודל. |
| GetNumberOfPolygons(); |  | הפונקציה מחזירה את מספר הפוליגונים במודל. |
| המשתנים במחלקה: | Int \_num\_of\_polygons CPolygon\* \_polygons\_array | מספר הפוליגונים במודל. מערך הפוליגונים.  **CBall:** |
| יורש מCModel (בנוי מפוליגונים) |  |  |
| CBall(); |  | הבנאי הבסיסי – יוצר הופעה חדשה של כדור כאשר המשתנים של המחלקה מוגדרים מראש. |
| CBall(); | int num\_of\_fi\_values, int num\_of\_theta\_values | בנאי נוסף – יוצר הופעה חדשה של כדור עם הערכים שקיבל הבנאי. |
| SetBallNumOfElements(); | int num\_of\_fi\_values, int num\_of\_theta\_values | הפונקציה משנה את הערכים של הזוויות fi ו theta אשר בעצם בונות את הכדור. |
| SetBallColors(); | double red\_component\_min, double red\_component\_max, double green\_component\_min, double green\_component\_max, double blue\_component\_min, double blue\_component\_max | הפונקציה משנה את צבע הכדור לפי הצבעים שקבענו, על מנת שייראה תלת מימדי הצבעים בחלקים שונים בכדור ינועו בין הערכים שקלטנו. |
| GetNewColorComponent(); | int fi\_index, int theta\_index, int fi\_weight, int theta\_weight | הפונקציה מחזירה מספר בין 1 ל-0 אשר יקבע את הצבע של כל חלק בכדור. |

**תרשים זרימה:**

תהליך יריית הכדור:
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**סיכום אישי:  
צדדים בפרויקט:**

חיובי:

- המשחק מאתגר מאוד.

- המשחק קל להבנה.

- גרפיקה פשוטה ולא מבלבלת.

-הקוד יעיל מאוד, כמעט כל הפונקציות והערכים נמצאים במחלקות משלהם.

שלילי:

- יש רק 3 שלבים במשחק.

- קשה מאוד לנצח את המשחק.

אילו היה לי יותר זמן:

- הייתי מוסיף עוד משחקיות (עוד שלבים עם רמות קושי גבוהות יותר).

- משפר את הגרפיקה.

מה למדתי:

**גרפיקה:** בניית מודלים, הנפשה בעזרת קוד.

**תכנות:** כשכתבתי את הפרויקט בעזרת המנחה שלי דור שהסביר לי איך לייעל קוד בצורה טובה יותר, למדתי לייעל את הקוד שלי בצורה טובה יותר, וכך עשיתי בפרויקט.

**פרויקט:** הבנתי איך בונים פרויקט מ0 , שלבי התכנון, בניית הקוד, ייעולו, והגשתו.

**ארגון העבודה:** לאחר הפרויקט למדתי איך לארגן את הזמן שלי ואת העבודה שלי בצורה טובה יותר.

דרך מימוש הפרויקט:

בנינו מחלקות החל מPoint ואז לPolygon ואז לModel לאחר מכן החלנו לבנות את האובייקטים שמשתתפים בפרויקט ולאחר מכן הנפשנו והכנו את המשחקיות וייעלנו את הקוד.

רקע מתמטי:

שימוש בנוסחאות מתמטיות כגון נוסחאת דיסטנס, שטח והיקף מעגל; שימוש בערך פאי.  
שימוש בספריית "math.h" שבה טמונים נוסחאות sin או cos או tan וכו'.

**קוד התכנית:**קבצי Header (h.):

**Bullet.h:**  
#pragma once

#include "CBall.h"

#include "Target.h"

#include "GameState.h"

class Bullet :

public CBall

{

public:

Bullet();

void BulletShot();

void BulletComeBack();

void BulletHitCheck(GameState &gs1, Target &target);  
};

**CBall.h:**  
#pragma once

#include "CModel.h"

/// Create colorful ball, with radius in (x,y,z)=1 and centered at (0,0,0)

class CBall : public CModel

{

public:

#pragma region CONSTRUCTORs

CBall(void);

CBall(int num\_of\_fi\_values, int num\_of\_theta\_values);

#pragma endregion

#pragma region Set ball properties

void SetBallNumOfElements(int num\_of\_fi\_values, int num\_of\_theta\_values);

void SetBallColors(double red\_component\_min, double red\_component\_max, double green\_component\_min, double green\_component\_max, double blue\_component\_min, double blue\_component\_max);

#pragma endregion

private:

double GetNewColorComponent(int fi\_index, int theta\_index, int fi\_weight, int theta\_weight);

#pragma region Private variables

int \_num\_of\_fi\_values;

int \_num\_of\_theta\_values;

#pragma endregion

};

**CCircle.h:**  
#pragma once

#include "CPolygon.h"

/// Create black circle, with radius in (x,y) = 1 and with center at (0,0,0)

class CCircle : public CPolygon

{

public:

#pragma region CONSTRUCTORs

CCircle(void);

CCircle(int num\_of\_points);

#pragma endregion

void SetNumberOfPoints(int num\_of\_points);

};

**CGameHandler.h:**

#pragma once

class CGameHandler

{

public:

//the beginning

CGameHandler(){};

void StartOfGame();

//on each frame:

void DrawScene();

void LogicPart();

void WriteText();

void KeyPressed(char key);

void SpecialKeyPressed(char key);

//getting backgroundColor

float GetBeckgroundColorR();

float GetBeckgroundColorG();

float GetBeckgroundColorB();

private:

//other procedures

void ChangeBackgroundColors(float R, float G, float B);

//internal variables:

float BGColor\_R,BGColor\_G,BGColor\_B; //BackGround colors.

int font,def\_font; //determine the font to the text written.

char\* WrongKeyText;

};

**CModel.h:**  
#pragma once

#include "CPoint.h"

#include "CPolygon.h"

class CModel

{

public:

#pragma region CONSTRUCTORs & DESTRUCTOR

CModel();

CModel(int num\_of\_polygons);

CModel(const CModel& model);

~CModel();

#pragma endregion

#pragma region Setting model properties

void SetNumberOfPolygons(int num\_of\_polygons);

void SetModelColor(Color color\_component, double color\_value);

void SetModelColor(double red\_component, double green\_component, double blue\_component);

#pragma endregion

#pragma region Setting one polygon properties

void SetOnePolygon(int polygon\_index, CPolygon polygon);

void SetOnePolygonColor(int polygon\_index, Color color\_component, double color\_value);

void SetOnePolygonColor(int polygon\_index, double red\_component, double green\_component, double blue\_component);

#pragma endregion

#pragma region Move model functions

void MoveModelTo(double x\_Coordinate, double y\_Coordinate, double z\_Coordinate);

void MoveModel(Axis axis, double move\_value);

void MoveModel(double x\_move, double y\_move,double z\_move);

void MoveModel(CPoint point\_move);

void MoveModelCenter(Axis axis, double coordinate\_value);

void MoveModelCenter(double x\_coordinate, double y\_coordinate,double z\_coordinate);

void MoveModelCenter(CPoint point\_coordinate);

#pragma endregion

#pragma region Scale model functions

void ScaleModel(Axis axis, double scale\_ratio);

void ScaleModel(double x\_ratio, double y\_ratio, double z\_ratio);

void ScaleSelfModel(Axis axis, double scale\_ratio);

void ScaleSelfModel(double x\_ratio, double y\_ratio, double z\_ratio);

#pragma endregion

#pragma region Rotate model functions

void RotateModel(Axis axis, double rotate\_value);

void RotateSelfModel(Axis axis, double rotate\_value);

#pragma endregion

#pragma region Draw model function

void DrawModel();

#pragma endregion

#pragma region Get functions

CPolygon GetPolygon(int polygon\_index);

CPoint GetModelCenter();

int GetNumberOfPolygons();

#pragma endregion

protected:

#pragma region Private variables

int \_num\_of\_polygons;

CPolygon\* \_polygons\_array;

#pragma endregion

};

**CMyOpenGLInit.h:**#pragma once

class CMyOpenGLInit

{

public:

CMyOpenGLInit(int argc, char\* argv[]);

void CMyOpenGLInit::InitParameters();

};  
**Gun.h:**#pragma once

#include "CModel.h"

class Gun : public CModel

{

public:

Gun(void);

};  
**Target.h:**  
#if !defined( TARGET\_H )

#define TARGET\_H

#pragma once

#include "CCircle.h"

#include "CModel.h"

#include "GameState.h"

class Target : public CModel

{

public:

Target();

void TargetMovement(GameState &gs1);

~Target();

};

#endif

**CPoint.h:**#pragma once

#pragma region ENUMs

void DrawPoint();

enum Axis

{

X\_AXIS = 1,

Y\_AXIS = 2,

Z\_AXIS = 3

};

enum Color

{

RED\_COMPONENT = 1,

GREEN\_COMPONENT = 2,

BLUE\_COMPONENT = 3

};

#pragma endregion

class CPoint

{

public:

#pragma region CONSTRUCTORs

CPoint();

CPoint(double x\_coordinate, double y\_coordinate, double z\_coordinate);

CPoint(double x\_coordinate, double y\_coordinate, double z\_coordinate, double red\_component, double green\_component, double blue\_component);

#pragma endregion

#pragma region Move point functions

void MovePointTo(double x\_Coordinate, double y\_Coordinate, double z\_Coordinate);

void MovePoint(Axis axis, double move\_value);

void MovePoint(double x\_move, double y\_move, double z\_move);

void MovePoint(CPoint point\_move);

#pragma endregion

#pragma region Set point location functions

void SetPointCoordinate(Axis axis, double coordinate\_value);

void SetPointCoordinates(double x\_coordinate, double y\_coordinate, double z\_coordinate);

#pragma endregion

#pragma region Scale point functions

void ScalePoint(Axis axis, double scale\_ratio);

void ScalePoint(double x\_ratio, double y\_ratio, double z\_ratio);

#pragma endregion

#pragma region Rotate point functions

void RotatePoint(Axis axis, double rotate\_value);

#pragma endregion

#pragma region Set point color functions

void SetPointColor(Color color\_component, double color\_value);

void SetPointColor(double red\_component, double green\_component, double blue\_component);

#pragma endregion

#pragma region Get functions

CPoint ClonePoint();

double GetCoordinate(Axis axis);

double GetColor(Color color\_component);

#pragma endregion

#pragma region Draw function

void DrawPoint();

#pragma endregion

private:

#pragma region Private variables

double \_x\_coordinate;

double \_y\_coordinate;

double \_z\_coordinate;

double \_red\_component;

double \_green\_component;

double \_blue\_component;

#pragma endregion

#pragma region Move point functions

void MovePointX(double x\_move);

void MovePointY(double y\_move);

void MovePointZ(double z\_move);

#pragma endregion

#pragma region Set point location functions

void SetPointX(double x\_coordinate);

void SetPointY(double y\_coordinate);

void SetPointZ(double z\_coordinate);

#pragma endregion

#pragma region Rotate point functions

void RotatePointX(double x\_rotate);

void RotatePointY(double y\_rotate);

void RotatePointZ(double z\_rotate);

#pragma endregion

#pragma region Set point color functions

void SetPointRed(double red\_component);

void SetPointGreen(double green\_component);

void SetPointBlue(double blue\_component);

#pragma endregion

#pragma region Get functions

double GetX();

double GetY();

double GetZ();

double GetRed();

double GetGreen();

double GetBlue();

#pragma endregion

};

**CPolygon.h:**#pragma once

#include "CPoint.h"

class CPolygon

{

public:

#pragma region CONSTRUCTORs & DESTRUCTOR

CPolygon();

CPolygon(int num\_of\_points);

CPolygon(const CPolygon& polygon);

~CPolygon();

#pragma endregion

#pragma region Setting polygon properties

void SetNumberOfPoints(int num\_of\_points);

void SetPolygonColor(Color color\_component, double color\_value);

void SetPolygonColor(double red\_component, double green\_component, double blue\_component);

void DuplicatePolygon(CPolygon polygon);

#pragma endregion

#pragma region Setting one point properties

void SetOnePoint(int point\_index, CPoint point);

void SetOnePointCoordinates(int point\_index, double x\_coordinate, double y\_coordinate, double z\_coordinate);

void SetOnePointColor(int point\_index, Color color\_component, double color\_value);

void SetOnePointColor(int point\_index, double red\_component, double green\_component, double blue\_component);

#pragma endregion

#pragma region Move polygon functions

void MovePolygonTo(double x\_Coordinate, double y\_Coordinate, double z\_Coordinate);

void MovePolygon(Axis axis, double move\_value);

void MovePolygon(double x\_move, double y\_move,double z\_move);

void MovePolygon(CPoint point\_move);

void MovePolygonCenter(Axis axis, double coordinate\_value);

void MovePolygonCenter(double x\_coordinate, double y\_coordinate,double z\_coordinate);

void MovePolygonCenter(CPoint point\_coordinate);

#pragma endregion

#pragma region Scale polygon functions

void ScalePolygon(Axis axis, double scale\_ratio);

void ScalePolygon(double x\_ratio, double y\_ratio, double z\_ratio);

void ScaleSelfPolygon(Axis axis, double scale\_ratio);

void ScaleSelfPolygon(double x\_ratio, double y\_ratio, double z\_ratio);

#pragma endregion

#pragma region Rotate polygon functions

void RotatePolygon(Axis axis, double rotate\_value);

void RotateSelfPolygon(Axis axis, double rotate\_value);

#pragma endregion

#pragma region Draw polygon function

void DrawPolygon();

#pragma endregion

#pragma region Get functions

CPoint GetPoint(int point\_index);

CPoint GetPolygonCenter();

int GetNumberOfPoints();

#pragma endregion

private:

#pragma region Private variables

int \_num\_of\_points;

CPoint\* \_points\_array;

#pragma endregion

};

**GameState.h:**#if !defined( GAMESTATE\_H )

#define GAMESTATE\_H

#pragma once

class GameState

{

public:

GameState();

void Gameover();

void StageChange();

void GameFinished();

void Stage2LivePlus1();

void Stage3LivePlus3();

int GetLives();

void SetLives(int lives);

double GetXChange();

void SetXChange(double x);

double GetGunMove();

void SetGunMove(double gm);

bool GetGameOver();

void SetGameOver(bool GO);

int GetStage();

void SetStage(int St);

int GetLevelNum();

void SetLevelNum(int LN);

double GetXCMulti();

void SetXCMulti(double xCM);

bool GetCongratz();

void SetCongratz(bool C);

bool GetStageUp();

void SetStageUp(bool SU);

bool GetShotMissed();

void SetShotMissed(bool SM);

bool GetBulletHitTarget();

void SetBulletHitTarget(bool BHT);

bool GetBullsEye();

void SetBullsEye(bool BE);

bool GetGameStarted();

void SetGameStarted(bool GS);

bool GetFirstShotBeenShot();

void SetFirstShotBeenShot(bool FSBS);

bool GetGameReboot();

void SetGameReboot(bool GGR);

bool GetBBS();

void SetBBS(bool BULLETBS);

void RESET();

void AdvanceLevel();

void ShootingHandler();

private:

int lives;

double xChange;

double gunMove;

bool GameOver;

int Stage;

int Level\_Number;

double xChange\_Multiplier;

bool Congratz;

bool StageUp;

bool ShotMissed;

bool BulletHitTarget;

bool BullsEye;

bool GameStarted;

bool FirstShotBeenShot;

bool GameReboot;

bool BULLETbeenSHOT;

};

#endif

**ספרייה:Glut.h**  
#ifndef \_\_glut\_h\_\_

#define \_\_glut\_h\_\_

/\* Copyright (c) Mark J. Kilgard, 1994, 1995, 1996, 1998. \*/

#if defined(\_WIN32)

# if 0

# define WIN32\_LEAN\_AND\_MEAN

# include <windows.h>

# else

# ifndef APIENTRY

# define GLUT\_APIENTRY\_DEFINED

# if (\_MSC\_VER >= 800) || defined(\_STDCALL\_SUPPORTED) || defined(\_\_BORLANDC\_\_) || defined(\_\_LCC\_\_)

# define APIENTRY \_\_stdcall

# else

# define APIENTRY

# endif

# endif

# ifndef CALLBACK

# if (defined(\_M\_MRX000) || defined(\_M\_IX86) || defined(\_M\_ALPHA) || defined(\_M\_PPC)) && !defined(MIDL\_PASS) || defined(\_\_LCC\_\_)

# define CALLBACK \_\_stdcall

# else

# define CALLBACK

# endif

# endif

# if defined( \_\_LCC\_\_ )

# undef WINGDIAPI

# define WINGDIAPI \_\_stdcall

# else

# ifndef WINGDIAPI

# define GLUT\_WINGDIAPI\_DEFINED

# define WINGDIAPI \_\_declspec(dllimport)

# endif

# endif

# ifndef \_WCHAR\_T\_DEFINED

typedef unsigned short wchar\_t;

# define \_WCHAR\_T\_DEFINED

# endif

# endif

# if !defined(GLUT\_BUILDING\_LIB) && !defined(GLUT\_NO\_LIB\_PRAGMA)

# pragma comment (lib, "winmm.lib")

# ifdef GLUT\_USE\_SGI\_OPENGL

# pragma comment (lib, "opengl.lib")

# pragma comment (lib, "glu.lib")

# pragma comment (lib, "glut.lib")

# else

# pragma comment (lib, "opengl32.lib")

# pragma comment (lib, "glu32.lib")

# pragma comment (lib, "glut32.lib")

# endif

# endif

# ifndef GLUT\_NO\_WARNING\_DISABLE

# pragma warning (disable:4244)

# pragma warning (disable:4305)

# endif

# if !defined(\_MSC\_VER) && !defined(\_\_cdecl)

# define \_\_cdecl

# define GLUT\_DEFINED\_\_\_CDECL

# endif

# ifndef \_CRTIMP

# ifdef \_NTSDK

# define \_CRTIMP

# else

# ifdef \_DLL

# define \_CRTIMP \_\_declspec(dllimport)

# else

# define \_CRTIMP

# endif

# endif

# define GLUT\_DEFINED\_\_CRTIMP

# endif

# ifdef GLUT\_BUILDING\_LIB

# define GLUTAPI \_\_declspec(dllexport)

# else

# ifdef \_DLL

# define GLUTAPI \_\_declspec(dllimport)

# else

# define GLUTAPI extern

# endif

# endif

# define GLUTCALLBACK \_\_cdecl

#endif

#include <GL/gl.h>

#include <GL/glu.h>

#ifdef \_\_cplusplus

extern "C" {

#endif

#if defined(\_WIN32)

# ifndef GLUT\_BUILDING\_LIB

extern \_CRTIMP void \_\_cdecl exit(int);

# endif

#else

# define APIENTRY

# define GLUT\_APIENTRY\_DEFINED

# define CALLBACK

# define GLUTAPI extern

# define GLUTCALLBACK

extern void exit(int);

#endif

#ifndef GLUT\_API\_VERSION

#define GLUT\_API\_VERSION 3

#endif

#ifndef GLUT\_XLIB\_IMPLEMENTATION

#define GLUT\_XLIB\_IMPLEMENTATION 15

#endif

#define GLUT\_RGB 0

#define GLUT\_RGBA GLUT\_RGB

#define GLUT\_INDEX 1

#define GLUT\_SINGLE 0

#define GLUT\_DOUBLE 2

#define GLUT\_ACCUM 4

#define GLUT\_ALPHA 8

#define GLUT\_DEPTH 16

#define GLUT\_STENCIL 32

#if (GLUT\_API\_VERSION >= 2)

#define GLUT\_MULTISAMPLE 128

#define GLUT\_STEREO 256

#endif

#if (GLUT\_API\_VERSION >= 3)

#define GLUT\_LUMINANCE 512

#endif

#define GLUT\_LEFT\_BUTTON 0

#define GLUT\_MIDDLE\_BUTTON 1

#define GLUT\_RIGHT\_BUTTON 2

#define GLUT\_DOWN 0

#define GLUT\_UP 1

#if (GLUT\_API\_VERSION >= 2)

#define GLUT\_KEY\_F1 1

#define GLUT\_KEY\_F2 2

#define GLUT\_KEY\_F3 3

#define GLUT\_KEY\_F4 4

#define GLUT\_KEY\_F5 5

#define GLUT\_KEY\_F6 6

#define GLUT\_KEY\_F7 7

#define GLUT\_KEY\_F8 8

#define GLUT\_KEY\_F9 9

#define GLUT\_KEY\_F10 10

#define GLUT\_KEY\_F11 11

#define GLUT\_KEY\_F12 12

#define GLUT\_KEY\_LEFT 100

#define GLUT\_KEY\_UP 101

#define GLUT\_KEY\_RIGHT 102

#define GLUT\_KEY\_DOWN 103

#define GLUT\_KEY\_PAGE\_UP 104

#define GLUT\_KEY\_PAGE\_DOWN 105

#define GLUT\_KEY\_HOME 106

#define GLUT\_KEY\_END 107

#define GLUT\_KEY\_INSERT 108

#endif

#define GLUT\_LEFT 0

#define GLUT\_ENTERED 1

#define GLUT\_MENU\_NOT\_IN\_USE 0

#define GLUT\_MENU\_IN\_USE 1

#define GLUT\_NOT\_VISIBLE 0

#define GLUT\_VISIBLE 1

#define GLUT\_HIDDEN 0

#define GLUT\_FULLY\_RETAINED 1

#define GLUT\_PARTIALLY\_RETAINED 2

#define GLUT\_FULLY\_COVERED 3

#define GLUT\_RED 0

#define GLUT\_GREEN 1

#define GLUT\_BLUE 2

#if defined(\_WIN32)

#define GLUT\_STROKE\_ROMAN ((void\*)0)

#define GLUT\_STROKE\_MONO\_ROMAN ((void\*)1)

#define GLUT\_BITMAP\_9\_BY\_15 ((void\*)2)

#define GLUT\_BITMAP\_8\_BY\_13 ((void\*)3)

#define GLUT\_BITMAP\_TIMES\_ROMAN\_10 ((void\*)4)

#define GLUT\_BITMAP\_TIMES\_ROMAN\_24 ((void\*)5)

#if (GLUT\_API\_VERSION >= 3)

#define GLUT\_BITMAP\_HELVETICA\_10 ((void\*)6)

#define GLUT\_BITMAP\_HELVETICA\_12 ((void\*)7)

#define GLUT\_BITMAP\_HELVETICA\_18 ((void\*)8)

#endif

#else

GLUTAPI void \*glutStrokeRoman;

GLUTAPI void \*glutStrokeMonoRoman;

#define GLUT\_STROKE\_ROMAN (&glutStrokeRoman)

#define GLUT\_STROKE\_MONO\_ROMAN (&glutStrokeMonoRoman)

GLUTAPI void \*glutBitmap9By15;

GLUTAPI void \*glutBitmap8By13;

GLUTAPI void \*glutBitmapTimesRoman10;

GLUTAPI void \*glutBitmapTimesRoman24;

GLUTAPI void \*glutBitmapHelvetica10;

GLUTAPI void \*glutBitmapHelvetica12;

GLUTAPI void \*glutBitmapHelvetica18;

#define GLUT\_BITMAP\_9\_BY\_15 (&glutBitmap9By15)

#define GLUT\_BITMAP\_8\_BY\_13 (&glutBitmap8By13)

#define GLUT\_BITMAP\_TIMES\_ROMAN\_10 (&glutBitmapTimesRoman10)

#define GLUT\_BITMAP\_TIMES\_ROMAN\_24 (&glutBitmapTimesRoman24)

#if (GLUT\_API\_VERSION >= 3)

#define GLUT\_BITMAP\_HELVETICA\_10 (&glutBitmapHelvetica10)

#define GLUT\_BITMAP\_HELVETICA\_12 (&glutBitmapHelvetica12)

#define GLUT\_BITMAP\_HELVETICA\_18 (&glutBitmapHelvetica18)

#endif

#endif

#define GLUT\_WINDOW\_X ((GLenum) 100)

#define GLUT\_WINDOW\_Y ((GLenum) 101)

#define GLUT\_WINDOW\_WIDTH ((GLenum) 102)

#define GLUT\_WINDOW\_HEIGHT ((GLenum) 103)

#define GLUT\_WINDOW\_BUFFER\_SIZE ((GLenum) 104)

#define GLUT\_WINDOW\_STENCIL\_SIZE ((GLenum) 105)

#define GLUT\_WINDOW\_DEPTH\_SIZE ((GLenum) 106)

#define GLUT\_WINDOW\_RED\_SIZE ((GLenum) 107)

#define GLUT\_WINDOW\_GREEN\_SIZE ((GLenum) 108)

#define GLUT\_WINDOW\_BLUE\_SIZE ((GLenum) 109)

#define GLUT\_WINDOW\_ALPHA\_SIZE ((GLenum) 110)

#define GLUT\_WINDOW\_ACCUM\_RED\_SIZE ((GLenum) 111)

#define GLUT\_WINDOW\_ACCUM\_GREEN\_SIZE ((GLenum) 112)

#define GLUT\_WINDOW\_ACCUM\_BLUE\_SIZE ((GLenum) 113)

#define GLUT\_WINDOW\_ACCUM\_ALPHA\_SIZE ((GLenum) 114)

#define GLUT\_WINDOW\_DOUBLEBUFFER ((GLenum) 115)

#define GLUT\_WINDOW\_RGBA ((GLenum) 116)

#define GLUT\_WINDOW\_PARENT ((GLenum) 117)

#define GLUT\_WINDOW\_NUM\_CHILDREN ((GLenum) 118)

#define GLUT\_WINDOW\_COLORMAP\_SIZE ((GLenum) 119)

#if (GLUT\_API\_VERSION >= 2)

#define GLUT\_WINDOW\_NUM\_SAMPLES ((GLenum) 120)

#define GLUT\_WINDOW\_STEREO ((GLenum) 121)

#endif

#if (GLUT\_API\_VERSION >= 3)

#define GLUT\_WINDOW\_CURSOR ((GLenum) 122)

#endif

#define GLUT\_SCREEN\_WIDTH ((GLenum) 200)

#define GLUT\_SCREEN\_HEIGHT ((GLenum) 201)

#define GLUT\_SCREEN\_WIDTH\_MM ((GLenum) 202)

#define GLUT\_SCREEN\_HEIGHT\_MM ((GLenum) 203)

#define GLUT\_MENU\_NUM\_ITEMS ((GLenum) 300)

#define GLUT\_DISPLAY\_MODE\_POSSIBLE ((GLenum) 400)

#define GLUT\_INIT\_WINDOW\_X ((GLenum) 500)

#define GLUT\_INIT\_WINDOW\_Y ((GLenum) 501)

#define GLUT\_INIT\_WINDOW\_WIDTH ((GLenum) 502)

#define GLUT\_INIT\_WINDOW\_HEIGHT ((GLenum) 503)

#define GLUT\_INIT\_DISPLAY\_MODE ((GLenum) 504)

#if (GLUT\_API\_VERSION >= 2)

#define GLUT\_ELAPSED\_TIME ((GLenum) 700)

#endif

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 13)

#define GLUT\_WINDOW\_FORMAT\_ID ((GLenum) 123)

#endif

#if (GLUT\_API\_VERSION >= 2)

#define GLUT\_HAS\_KEYBOARD ((GLenum) 600)

#define GLUT\_HAS\_MOUSE ((GLenum) 601)

#define GLUT\_HAS\_SPACEBALL ((GLenum) 602)

#define GLUT\_HAS\_DIAL\_AND\_BUTTON\_BOX ((GLenum) 603)

#define GLUT\_HAS\_TABLET ((GLenum) 604)

#define GLUT\_NUM\_MOUSE\_BUTTONS ((GLenum) 605)

#define GLUT\_NUM\_SPACEBALL\_BUTTONS ((GLenum) 606)

#define GLUT\_NUM\_BUTTON\_BOX\_BUTTONS ((GLenum) 607)

#define GLUT\_NUM\_DIALS ((GLenum) 608)

#define GLUT\_NUM\_TABLET\_BUTTONS ((GLenum) 609)

#endif

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 13)

#define GLUT\_DEVICE\_IGNORE\_KEY\_REPEAT ((GLenum) 610)

#define GLUT\_DEVICE\_KEY\_REPEAT ((GLenum) 611)

#define GLUT\_HAS\_JOYSTICK ((GLenum) 612)

#define GLUT\_OWNS\_JOYSTICK ((GLenum) 613)

#define GLUT\_JOYSTICK\_BUTTONS ((GLenum) 614)

#define GLUT\_JOYSTICK\_AXES ((GLenum) 615)

#define GLUT\_JOYSTICK\_POLL\_RATE ((GLenum) 616)

#endif

#if (GLUT\_API\_VERSION >= 3)

#define GLUT\_OVERLAY\_POSSIBLE ((GLenum) 800)

#define GLUT\_LAYER\_IN\_USE ((GLenum) 801)

#define GLUT\_HAS\_OVERLAY ((GLenum) 802)

#define GLUT\_TRANSPARENT\_INDEX ((GLenum) 803)

#define GLUT\_NORMAL\_DAMAGED ((GLenum) 804)

#define GLUT\_OVERLAY\_DAMAGED ((GLenum) 805)

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 9)

#define GLUT\_VIDEO\_RESIZE\_POSSIBLE ((GLenum) 900)

#define GLUT\_VIDEO\_RESIZE\_IN\_USE ((GLenum) 901)

#define GLUT\_VIDEO\_RESIZE\_X\_DELTA ((GLenum) 902)

#define GLUT\_VIDEO\_RESIZE\_Y\_DELTA ((GLenum) 903)

#define GLUT\_VIDEO\_RESIZE\_WIDTH\_DELTA ((GLenum) 904)

#define GLUT\_VIDEO\_RESIZE\_HEIGHT\_DELTA ((GLenum) 905)

#define GLUT\_VIDEO\_RESIZE\_X ((GLenum) 906)

#define GLUT\_VIDEO\_RESIZE\_Y ((GLenum) 907)

#define GLUT\_VIDEO\_RESIZE\_WIDTH ((GLenum) 908)

#define GLUT\_VIDEO\_RESIZE\_HEIGHT ((GLenum) 909)

#endif

#define GLUT\_NORMAL ((GLenum) 0)

#define GLUT\_OVERLAY ((GLenum) 1)

#define GLUT\_ACTIVE\_SHIFT 1

#define GLUT\_ACTIVE\_CTRL 2

#define GLUT\_ACTIVE\_ALT 4

#define GLUT\_CURSOR\_RIGHT\_ARROW 0

#define GLUT\_CURSOR\_LEFT\_ARROW 1

#define GLUT\_CURSOR\_INFO 2

#define GLUT\_CURSOR\_DESTROY 3

#define GLUT\_CURSOR\_HELP 4

#define GLUT\_CURSOR\_CYCLE 5

#define GLUT\_CURSOR\_SPRAY 6

#define GLUT\_CURSOR\_WAIT 7

#define GLUT\_CURSOR\_TEXT 8

#define GLUT\_CURSOR\_CROSSHAIR 9

#define GLUT\_CURSOR\_UP\_DOWN 10

#define GLUT\_CURSOR\_LEFT\_RIGHT 11

#define GLUT\_CURSOR\_TOP\_SIDE 12

#define GLUT\_CURSOR\_BOTTOM\_SIDE 13

#define GLUT\_CURSOR\_LEFT\_SIDE 14

#define GLUT\_CURSOR\_RIGHT\_SIDE 15

#define GLUT\_CURSOR\_TOP\_LEFT\_CORNER 16

#define GLUT\_CURSOR\_TOP\_RIGHT\_CORNER 17

#define GLUT\_CURSOR\_BOTTOM\_RIGHT\_CORNER 18

#define GLUT\_CURSOR\_BOTTOM\_LEFT\_CORNER 19

#define GLUT\_CURSOR\_INHERIT 100

#define GLUT\_CURSOR\_NONE 101

#define GLUT\_CURSOR\_FULL\_CROSSHAIR 102

#endif

GLUTAPI void APIENTRY glutInit(int \*argcp, char \*\*argv);

#if defined(\_WIN32) && !defined(GLUT\_DISABLE\_ATEXIT\_HACK)

GLUTAPI void APIENTRY \_\_glutInitWithExit(int \*argcp, char \*\*argv, void (\_\_cdecl \*exitfunc)(int));

#ifndef GLUT\_BUILDING\_LIB

static void APIENTRY glutInit\_ATEXIT\_HACK(int \*argcp, char \*\*argv) { \_\_glutInitWithExit(argcp, argv, exit); }

#define glutInit glutInit\_ATEXIT\_HACK

#endif

#endif

GLUTAPI void APIENTRY glutInitDisplayMode(unsigned int mode);

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 9)

GLUTAPI void APIENTRY glutInitDisplayString(const char \*string);

#endif

GLUTAPI void APIENTRY glutInitWindowPosition(int x, int y);

GLUTAPI void APIENTRY glutInitWindowSize(int width, int height);

GLUTAPI void APIENTRY glutMainLoop(void);

GLUTAPI int APIENTRY glutCreateWindow(const char \*title);

#if defined(\_WIN32) && !defined(GLUT\_DISABLE\_ATEXIT\_HACK)

GLUTAPI int APIENTRY \_\_glutCreateWindowWithExit(const char \*title, void (\_\_cdecl \*exitfunc)(int));

#ifndef GLUT\_BUILDING\_LIB

static int APIENTRY glutCreateWindow\_ATEXIT\_HACK(const char \*title) { return \_\_glutCreateWindowWithExit(title, exit); }

#define glutCreateWindow glutCreateWindow\_ATEXIT\_HACK

#endif

#endif

GLUTAPI int APIENTRY glutCreateSubWindow(int win, int x, int y, int width, int height);

GLUTAPI void APIENTRY glutDestroyWindow(int win);

GLUTAPI void APIENTRY glutPostRedisplay(void);

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 11)

GLUTAPI void APIENTRY glutPostWindowRedisplay(int win);

#endif

GLUTAPI void APIENTRY glutSwapBuffers(void);

GLUTAPI int APIENTRY glutGetWindow(void);

GLUTAPI void APIENTRY glutSetWindow(int win);

GLUTAPI void APIENTRY glutSetWindowTitle(const char \*title);

GLUTAPI void APIENTRY glutSetIconTitle(const char \*title);

GLUTAPI void APIENTRY glutPositionWindow(int x, int y);

GLUTAPI void APIENTRY glutReshapeWindow(int width, int height);

GLUTAPI void APIENTRY glutPopWindow(void);

GLUTAPI void APIENTRY glutPushWindow(void);

GLUTAPI void APIENTRY glutIconifyWindow(void);

GLUTAPI void APIENTRY glutShowWindow(void);

GLUTAPI void APIENTRY glutHideWindow(void);

#if (GLUT\_API\_VERSION >= 3)

GLUTAPI void APIENTRY glutFullScreen(void);

GLUTAPI void APIENTRY glutSetCursor(int cursor);

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 9)

GLUTAPI void APIENTRY glutWarpPointer(int x, int y);

#endif

GLUTAPI void APIENTRY glutEstablishOverlay(void);

GLUTAPI void APIENTRY glutRemoveOverlay(void);

GLUTAPI void APIENTRY glutUseLayer(GLenum layer);

GLUTAPI void APIENTRY glutPostOverlayRedisplay(void);

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 11)

GLUTAPI void APIENTRY glutPostWindowOverlayRedisplay(int win);

#endif

GLUTAPI void APIENTRY glutShowOverlay(void);

GLUTAPI void APIENTRY glutHideOverlay(void);

#endif

GLUTAPI int APIENTRY glutCreateMenu(void (GLUTCALLBACK \*func)(int));

#if defined(\_WIN32) && !defined(GLUT\_DISABLE\_ATEXIT\_HACK)

GLUTAPI int APIENTRY \_\_glutCreateMenuWithExit(void (GLUTCALLBACK \*func)(int), void (\_\_cdecl \*exitfunc)(int));

#ifndef GLUT\_BUILDING\_LIB

static int APIENTRY glutCreateMenu\_ATEXIT\_HACK(void (GLUTCALLBACK \*func)(int)) { return \_\_glutCreateMenuWithExit(func, exit); }

#define glutCreateMenu glutCreateMenu\_ATEXIT\_HACK

#endif

#endif

GLUTAPI void APIENTRY glutDestroyMenu(int menu);

GLUTAPI int APIENTRY glutGetMenu(void);

GLUTAPI void APIENTRY glutSetMenu(int menu);

GLUTAPI void APIENTRY glutAddMenuEntry(const char \*label, int value);

GLUTAPI void APIENTRY glutAddSubMenu(const char \*label, int submenu);

GLUTAPI void APIENTRY glutChangeToMenuEntry(int item, const char \*label, int value);

GLUTAPI void APIENTRY glutChangeToSubMenu(int item, const char \*label, int submenu);

GLUTAPI void APIENTRY glutRemoveMenuItem(int item);

GLUTAPI void APIENTRY glutAttachMenu(int button);

GLUTAPI void APIENTRY glutDetachMenu(int button);

GLUTAPI void APIENTRY glutDisplayFunc(void (GLUTCALLBACK \*func)(void));

GLUTAPI void APIENTRY glutReshapeFunc(void (GLUTCALLBACK \*func)(int width, int height));

GLUTAPI void APIENTRY glutKeyboardFunc(void (GLUTCALLBACK \*func)(unsigned char key, int x, int y));

GLUTAPI void APIENTRY glutMouseFunc(void (GLUTCALLBACK \*func)(int button, int state, int x, int y));

GLUTAPI void APIENTRY glutMotionFunc(void (GLUTCALLBACK \*func)(int x, int y));

GLUTAPI void APIENTRY glutPassiveMotionFunc(void (GLUTCALLBACK \*func)(int x, int y));

GLUTAPI void APIENTRY glutEntryFunc(void (GLUTCALLBACK \*func)(int state));

GLUTAPI void APIENTRY glutVisibilityFunc(void (GLUTCALLBACK \*func)(int state));

GLUTAPI void APIENTRY glutIdleFunc(void (GLUTCALLBACK \*func)(void));

GLUTAPI void APIENTRY glutTimerFunc(unsigned int millis, void (GLUTCALLBACK \*func)(int value), int value);

GLUTAPI void APIENTRY glutMenuStateFunc(void (GLUTCALLBACK \*func)(int state));

#if (GLUT\_API\_VERSION >= 2)

GLUTAPI void APIENTRY glutSpecialFunc(void (GLUTCALLBACK \*func)(int key, int x, int y));

GLUTAPI void APIENTRY glutSpaceballMotionFunc(void (GLUTCALLBACK \*func)(int x, int y, int z));

GLUTAPI void APIENTRY glutSpaceballRotateFunc(void (GLUTCALLBACK \*func)(int x, int y, int z));

GLUTAPI void APIENTRY glutSpaceballButtonFunc(void (GLUTCALLBACK \*func)(int button, int state));

GLUTAPI void APIENTRY glutButtonBoxFunc(void (GLUTCALLBACK \*func)(int button, int state));

GLUTAPI void APIENTRY glutDialsFunc(void (GLUTCALLBACK \*func)(int dial, int value));

GLUTAPI void APIENTRY glutTabletMotionFunc(void (GLUTCALLBACK \*func)(int x, int y));

GLUTAPI void APIENTRY glutTabletButtonFunc(void (GLUTCALLBACK \*func)(int button, int state, int x, int y));

#if (GLUT\_API\_VERSION >= 3)

GLUTAPI void APIENTRY glutMenuStatusFunc(void (GLUTCALLBACK \*func)(int status, int x, int y));

GLUTAPI void APIENTRY glutOverlayDisplayFunc(void (GLUTCALLBACK \*func)(void));

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 9)

GLUTAPI void APIENTRY glutWindowStatusFunc(void (GLUTCALLBACK \*func)(int state));

#endif

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 13)

GLUTAPI void APIENTRY glutKeyboardUpFunc(void (GLUTCALLBACK \*func)(unsigned char key, int x, int y));

GLUTAPI void APIENTRY glutSpecialUpFunc(void (GLUTCALLBACK \*func)(int key, int x, int y));

GLUTAPI void APIENTRY glutJoystickFunc(void (GLUTCALLBACK \*func)(unsigned int buttonMask, int x, int y, int z), int pollInterval);

#endif

#endif

#endif

GLUTAPI void APIENTRY glutSetColor(int, GLfloat red, GLfloat green, GLfloat blue);

GLUTAPI GLfloat APIENTRY glutGetColor(int ndx, int component);

GLUTAPI void APIENTRY glutCopyColormap(int win);

GLUTAPI int APIENTRY glutGet(GLenum type);

GLUTAPI int APIENTRY glutDeviceGet(GLenum type);

#if (GLUT\_API\_VERSION >= 2)

GLUTAPI int APIENTRY glutExtensionSupported(const char \*name);

#endif

#if (GLUT\_API\_VERSION >= 3)

GLUTAPI int APIENTRY glutGetModifiers(void);

GLUTAPI int APIENTRY glutLayerGet(GLenum type);

#endif

GLUTAPI void APIENTRY glutBitmapCharacter(void \*font, int character);

GLUTAPI int APIENTRY glutBitmapWidth(void \*font, int character);

GLUTAPI void APIENTRY glutStrokeCharacter(void \*font, int character);

GLUTAPI int APIENTRY glutStrokeWidth(void \*font, int character);

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 9)

GLUTAPI int APIENTRY glutBitmapLength(void \*font, const unsigned char \*string);

GLUTAPI int APIENTRY glutStrokeLength(void \*font, const unsigned char \*string);

#endif

GLUTAPI void APIENTRY glutWireSphere(GLdouble radius, GLint slices, GLint stacks);

GLUTAPI void APIENTRY glutSolidSphere(GLdouble radius, GLint slices, GLint stacks);

GLUTAPI void APIENTRY glutWireCone(GLdouble base, GLdouble height, GLint slices, GLint stacks);

GLUTAPI void APIENTRY glutSolidCone(GLdouble base, GLdouble height, GLint slices, GLint stacks);

GLUTAPI void APIENTRY glutWireCube(GLdouble size);

GLUTAPI void APIENTRY glutSolidCube(GLdouble size);

GLUTAPI void APIENTRY glutWireTorus(GLdouble innerRadius, GLdouble outerRadius, GLint sides, GLint rings);

GLUTAPI void APIENTRY glutSolidTorus(GLdouble innerRadius, GLdouble outerRadius, GLint sides, GLint rings);

GLUTAPI void APIENTRY glutWireDodecahedron(void);

GLUTAPI void APIENTRY glutSolidDodecahedron(void);

GLUTAPI void APIENTRY glutWireTeapot(GLdouble size);

GLUTAPI void APIENTRY glutSolidTeapot(GLdouble size);

GLUTAPI void APIENTRY glutWireOctahedron(void);

GLUTAPI void APIENTRY glutSolidOctahedron(void);

GLUTAPI void APIENTRY glutWireTetrahedron(void);

GLUTAPI void APIENTRY glutSolidTetrahedron(void);

GLUTAPI void APIENTRY glutWireIcosahedron(void);

GLUTAPI void APIENTRY glutSolidIcosahedron(void);

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 9)

GLUTAPI int APIENTRY glutVideoResizeGet(GLenum param);

GLUTAPI void APIENTRY glutSetupVideoResizing(void);

GLUTAPI void APIENTRY glutStopVideoResizing(void);

GLUTAPI void APIENTRY glutVideoResize(int x, int y, int width, int height);

GLUTAPI void APIENTRY glutVideoPan(int x, int y, int width, int height);

GLUTAPI void APIENTRY glutReportErrors(void);

#endif

#if (GLUT\_API\_VERSION >= 4 || GLUT\_XLIB\_IMPLEMENTATION >= 13)

#define GLUT\_KEY\_REPEAT\_OFF 0

#define GLUT\_KEY\_REPEAT\_ON 1

#define GLUT\_KEY\_REPEAT\_DEFAULT 2

#define GLUT\_JOYSTICK\_BUTTON\_A 1

#define GLUT\_JOYSTICK\_BUTTON\_B 2

#define GLUT\_JOYSTICK\_BUTTON\_C 4

#define GLUT\_JOYSTICK\_BUTTON\_D 8

GLUTAPI void APIENTRY glutIgnoreKeyRepeat(int ignore);

GLUTAPI void APIENTRY glutSetKeyRepeat(int repeatMode);

GLUTAPI void APIENTRY glutForceJoystickFunc(void);

#define GLUT\_GAME\_MODE\_ACTIVE ((GLenum) 0)

#define GLUT\_GAME\_MODE\_POSSIBLE ((GLenum) 1)

#define GLUT\_GAME\_MODE\_WIDTH ((GLenum) 2)

#define GLUT\_GAME\_MODE\_HEIGHT ((GLenum) 3)

#define GLUT\_GAME\_MODE\_PIXEL\_DEPTH ((GLenum) 4)

#define GLUT\_GAME\_MODE\_REFRESH\_RATE ((GLenum) 5)

#define GLUT\_GAME\_MODE\_DISPLAY\_CHANGED ((GLenum) 6)

GLUTAPI void APIENTRY glutGameModeString(const char \*string);

GLUTAPI int APIENTRY glutEnterGameMode(void);

GLUTAPI void APIENTRY glutLeaveGameMode(void);

GLUTAPI int APIENTRY glutGameModeGet(GLenum mode);

#endif

#ifdef \_\_cplusplus

}

#endif

#ifdef GLUT\_APIENTRY\_DEFINED

# undef GLUT\_APIENTRY\_DEFINED

# undef APIENTRY

#endif

#ifdef GLUT\_WINGDIAPI\_DEFINED

# undef GLUT\_WINGDIAPI\_DEFINED

# undef WINGDIAPI

#endif

#ifdef GLUT\_DEFINED\_\_\_CDECL

# undef GLUT\_DEFINED\_\_\_CDECL

# undef \_\_cdecl

#endif

#ifdef GLUT\_DEFINED\_\_CRTIMP

# undef GLUT\_DEFINED\_\_CRTIMP

# undef \_CRTIMP

#endif

#endif

**Bullet.cpp:**#include "Bullet.h"

**קבצי Source (cpp.):**

Bullet::Bullet()

{

}

void Bullet::BulletShot()

{

MoveModel(Z\_AXIS, -0.01667);

MoveModel(Y\_AXIS, 0.002);

}

void Bullet::BulletComeBack()

{

MoveModel(Z\_AXIS, 6.0012);

MoveModel(Y\_AXIS, -0.72);

}

void Bullet::BulletHitCheck(GameState &gs1, Target &target)

{

if (GetModelCenter().GetCoordinate(X\_AXIS) >= (target.GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) - 1.3) && GetModelCenter().GetCoordinate(X\_AXIS) <= (target.GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) + 1.3))

{

gs1.SetBullsEye(false);

gs1.SetShotMissed(false);

gs1.SetBulletHitTarget(true);

gs1.SetLevelNum(gs1.GetLevelNum() + 1);

BulletComeBack();

if (GetModelCenter().GetCoordinate(X\_AXIS) >= (target.GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) - 0.2184) && GetModelCenter().GetCoordinate(X\_AXIS) <= (target.GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) + 0.2184))

{

gs1.SetBullsEye(true);

}

}

else

{

gs1.SetBullsEye(false);

gs1.SetShotMissed(true);

gs1.SetBulletHitTarget(false);

BulletComeBack();

gs1.SetLives(gs1.GetLives() - 1);

}

}

**CBall.cpp:**#include <math.h>

#include "CBall.h"

const double pi = (double)3.1415926536;

CBall::CBall(void)

{

int num\_of\_fi\_values = 10;

int num\_of\_theta\_values = 30;

SetBallNumOfElements(num\_of\_fi\_values, num\_of\_theta\_values);

}

CBall::CBall(int num\_of\_fi\_values, int num\_of\_theta\_values)

{

SetBallNumOfElements(num\_of\_fi\_values, num\_of\_theta\_values);

}

void CBall::SetBallNumOfElements(int num\_of\_fi\_values, int num\_of\_theta\_values)

{

\_num\_of\_fi\_values = num\_of\_fi\_values;

\_num\_of\_theta\_values = num\_of\_theta\_values;

bool divide\_by\_area = false;

int total\_num\_of\_polygons = num\_of\_fi\_values\*num\_of\_theta\_values;

SetNumberOfPolygons(total\_num\_of\_polygons);

double x, y, z;

double delta\_fi = pi/num\_of\_fi\_values;

double delta\_theta = 2\*pi/num\_of\_theta\_values;

double current\_fi;

double next\_fi = 0;

for(int i = 0; i < num\_of\_fi\_values; i++)

{

double small\_fi;

double big\_fi;

if (divide\_by\_area == false)

{

small\_fi = i\*delta\_fi;

big\_fi = (i+1)\*delta\_fi;

}

else

{

current\_fi = next\_fi;

next\_fi = acos(cos(current\_fi)-2.0/num\_of\_fi\_values);

small\_fi = current\_fi;

big\_fi = next\_fi;

}

for(int j = 0;j < num\_of\_theta\_values;j++)

{

int polygon\_num = i\*num\_of\_theta\_values+j;

CPolygon current\_polygon(4);

double small\_theta = j\*delta\_theta;

double big\_theta = (j+1)\*delta\_theta;

x = sin(small\_fi)\*cos(small\_theta);

y = sin(small\_fi)\*sin(small\_theta);

z = cos(small\_fi);

current\_polygon.SetOnePointCoordinates(0, x, y, z);

x = sin(big\_fi)\*cos(small\_theta);

y = sin(big\_fi)\*sin(small\_theta);

z = cos(big\_fi);

current\_polygon.SetOnePointCoordinates(1, x, y, z);

x = sin(big\_fi)\*cos(big\_theta);

y = sin(big\_fi)\*sin(big\_theta);

z = cos(big\_fi);

current\_polygon.SetOnePointCoordinates(2, x, y, z);

x = sin(small\_fi)\*cos(big\_theta);

y = sin(small\_fi)\*sin(big\_theta);

z = cos(small\_fi);

current\_polygon.SetOnePointCoordinates(3, x, y, z);

SetOnePolygon(polygon\_num, current\_polygon);

}

}

SetBallColors(0,1,0,1,0,1);

}

void CBall::SetBallColors(double red\_component\_min, double red\_component\_max, double green\_component\_min, double green\_component\_max, double blue\_component\_min, double blue\_component\_max)

{

double red\_component\_diff = red\_component\_max - red\_component\_min;

double green\_component\_diff = green\_component\_max - green\_component\_min;

double blue\_component\_diff = blue\_component\_max - blue\_component\_min;

for(int i = 0; i < \_num\_of\_fi\_values; i++)

for(int j = 0;j < \_num\_of\_theta\_values;j++)

{

int polygon\_num = i\*\_num\_of\_theta\_values+j;

double red = GetNewColorComponent(i,j,1,1)\*red\_component\_diff + red\_component\_min;

double green = GetNewColorComponent(i,j,1,2)\*green\_component\_diff + green\_component\_min;

double blue = GetNewColorComponent(i,j,3,2)\*blue\_component\_diff + blue\_component\_min;

SetOnePolygonColor(polygon\_num, red, green, blue);

}

}

double CBall::GetNewColorComponent(int fi\_index, int theta\_index, int fi\_weight, int theta\_weight)

{

double fi\_val = fi\_index/(1.0\*\_num\_of\_fi\_values);

double theta\_val = 0.5\*(1+sin(theta\_index/(1.0\*\_num\_of\_theta\_values)\*2\*pi));

double new\_color = (fi\_val\*fi\_weight + theta\_val\*theta\_weight)/(fi\_weight + theta\_weight);

return new\_color;

}

**CCircle.cpp:**#include "CCircle.h"

#include <math.h>

const float PI = (float)3.1415926536;

CCircle::CCircle(void)

{

SetNumberOfPoints(30);

}

CCircle::CCircle(int num\_of\_points)

{

SetNumberOfPoints(num\_of\_points);

}

void CCircle::SetNumberOfPoints(int num\_of\_points)

{

CPolygon::SetNumberOfPoints(num\_of\_points);

double delta\_angle = 2 \* PI / num\_of\_points;

for (int i = 0; i < num\_of\_points; i++)

{

double angle = i \* delta\_angle;

double x = cos(angle);

double y = sin(angle);

SetOnePointCoordinates(i, x, y, 0);

}

SetPolygonColor(0, 0, 0);

}  
**CGameHandler.cpp:**#include <iostream>

#include <math.h>

#include "glut.h"

#include "CGameHandler.h"

#include "stdio.h"

#include "Gun.h"

#include "Target.h"

#include "Bullet.h"

#include "GameState.h"

GameState gs1;

int BulletShotTimer = 360;

char Level[128];

char HP[128];

char stages[128];

Gun gun1;

Bullet bullet;

Target target;

extern void renderBitmapString(float x, float y, void \*font, char \*string);

extern void renderVerticalBitmapString(float x, float y, int bitmapHeight, void \*font, char \*string);

void CGameHandler::StartOfGame()

{

font = def\_font = (int)GLUT\_BITMAP\_HELVETICA\_18;

ChangeBackgroundColors(0, 0, 0);

gun1.MoveModel(3.25, -3, -10);

gun1.MoveModel(Z\_AXIS, 2.5);

gun1.MoveModel(Y\_AXIS, 1);

gun1.RotateSelfModel(X\_AXIS, 3);

bullet.ScaleModel(0.125, 0.125, 0.125);

bullet.MoveModel(gun1.GetPolygon(22).GetPolygonCenter());

bullet.SetBallColors(0, 0.5, 0, 0.3, 0, 0);

target.GetPolygon(0).MovePolygonCenter(-0.142, 0.7, -15);

}

void CGameHandler::DrawScene()

{

gun1.DrawModel();

bullet.DrawModel();

target.DrawModel();

}

void CGameHandler::LogicPart()

{

if (gs1.GetGameStarted() == true && gs1.GetGameOver() == false && gs1.GetCongratz() == false)

{

if (gs1.GetGameStarted() == true)

{

target.TargetMovement(gs1);

}

if (gs1.GetBBS() == true && BulletShotTimer > 0)

{

gs1.SetFirstShotBeenShot(true);

bullet.BulletShot();

BulletShotTimer -= 1;

}

if (gs1.GetBBS() == true && BulletShotTimer == 0)

{

bullet.BulletHitCheck(gs1, target);

BulletShotTimer = 360;

gs1.SetBBS(false);

}

}

if (gs1.GetLives() == 0)

{

gs1.Gameover();

}

if (gs1.GetStage() == 2 && gs1.GetLevelNum() > 10)

{

gs1.SetStageUp(false);

}

if ((gs1.GetStage() == 1 || gs1.GetStage() == 2) && gs1.GetLevelNum() > 10)

{

gs1.StageChange();

}

if (gs1.GetStage() == 3 && gs1.GetLevelNum() > 10)

{

gs1.GameFinished();

}

if (gs1.GetStage() == 2 && gs1.GetStageUp() == false)

{

gs1.Stage2LivePlus1();

}

if (gs1.GetStage() == 3 && gs1.GetStageUp() == false)

{

gs1.Stage3LivePlus3();

}

}

void CGameHandler::WriteText()

{

font = (int)GLUT\_BITMAP\_TIMES\_ROMAN\_24;

glColor3f(1, 1, 0);

int x\_pos = glutGet(GLUT\_SCREEN\_WIDTH) / 2 - 100;

int y\_pos = 30;

renderBitmapString(x\_pos, y\_pos, (void \*)font, "Target Shooting");

glColor3f(0, 1, 0);

if (gs1.GetCongratz() == false)

{

sprintf(Level, "Level: %d", gs1.GetLevelNum());

if (gs1.GetLevelNum() >= 1)

renderBitmapString(x\_pos, y\_pos + 60, (void \*)font, Level);

glColor3f(0, 0, 1);

if (gs1.GetBulletHitTarget() == true && gs1.GetFirstShotBeenShot() == true && gs1.GetBullsEye() == false)

renderBitmapString(x\_pos, y\_pos + 90, (void \*)font, "Nice Shot!");

if (gs1.GetShotMissed() == true && gs1.GetFirstShotBeenShot() == true && gs1.GetBullsEye() == false)

renderBitmapString(x\_pos, y\_pos + 90, (void \*)font, "Miss!");

if (gs1.GetBullsEye() == true && gs1.GetFirstShotBeenShot() == true)

renderBitmapString(x\_pos, y\_pos + 90, (void \*)font, "BULLS EYE!");

glColor3f(1, 0, 0);

sprintf(HP, "Lives: %d", gs1.GetLives());

if (gs1.GetLevelNum() >= 1)

renderBitmapString(x\_pos - 850, y\_pos, (void \*)font, HP);

glColor3f(1, 0, 1);

sprintf(stages, "Stage: %d", gs1.GetStage());

if (gs1.GetLevelNum() >= 1)

renderBitmapString(x\_pos, y\_pos + 30, (void \*)font, stages);

if (gs1.GetStage() == 2 && gs1.GetLevelNum() < 3)

renderBitmapString(x\_pos + 90, y\_pos + 30, (void \*)font, "The Target Will Now Keep Moving When You Shoot !");

if (gs1.GetStage() == 3 && gs1.GetLevelNum() < 3)

{

renderBitmapString(x\_pos + 90, y\_pos + 30, (void \*)font, "The Target Will Now Keep Moving When You Shoot,");

renderBitmapString(x\_pos + 90, y\_pos + 60, (void \*)font, "And Change Direction When You Shoot !");

}

glColor3f(1, 0, 0);

if (gs1.GetLives() == 0)

{

renderBitmapString(x\_pos + 425, y\_pos + 200, (void \*)font, "Game Over!");

renderBitmapString(x\_pos + 375, y\_pos + 230, (void \*)font, "Press 'R' To Start Again");

}

glColor3f(1, 1, 1);

if (gs1.GetGameStarted() == false)

{

renderBitmapString(x\_pos + 425, y\_pos + 200, (void \*)font, "Press Space To Start");

}

if (gs1.GetGameStarted() == true && gs1.GetLives() != 0)

{

renderBitmapString(x\_pos + 425, y\_pos + 100, (void \*)font, "Press Space to Shoot");

renderBitmapString(x\_pos + 425, y\_pos + 130, (void \*)font, "<-- Button moves the gun left");

renderBitmapString(x\_pos + 425, y\_pos + 160, (void \*)font, "--> Button moves the gun right");

glColor3f(1, 0, 0);

renderBitmapString(x\_pos + 425, y\_pos + 190, (void \*)font, "Press 'R' To Restart");

}

}

if (gs1.GetCongratz() == true)

{

glColor3f(1, 1, 1);

renderBitmapString(x\_pos + 425, y\_pos + 100, (void \*)font, "Congratulations !");

renderBitmapString(x\_pos + 425, y\_pos + 130, (void \*)font, "You Finished The Game !");

renderBitmapString(x\_pos + 425, y\_pos + 160, (void \*)font, "Well Done !");

glColor3f(1, 0, 0);

renderBitmapString(x\_pos + 425, y\_pos + 190, (void \*)font, "Press 'R' To Restart");

}

if (gs1.GetStageUp() == true && gs1.GetLevelNum() == 1)

{

if (gs1.GetStage() == 2)

{

renderBitmapString(x\_pos - 600, y\_pos + 160, (void \*)font, "One Life Was Added");

renderBitmapString(x\_pos - 615, y\_pos + 190, (void \*)font, "For Getting To Stage 2 !");

}

if (gs1.GetStage() == 3)

{

renderBitmapString(x\_pos - 600, y\_pos + 160, (void \*)font, "Three Lifes Were Added");

renderBitmapString(x\_pos - 615, y\_pos + 190, (void \*)font, "For Getting To Stage 3 !");

}

}

}

void CGameHandler::KeyPressed(char key)

{

switch (key)

{

case ' ':

{

gs1.ShootingHandler();

break;

}

case 'r':

{

gs1.RESET();

target.MoveModelCenter(-0.142, 0.7, -15);

break;

}

}

}

void CGameHandler::SpecialKeyPressed(char key)

{

switch (key)

{

case GLUT\_KEY\_LEFT:

if (gun1.GetModelCenter().GetCoordinate(X\_AXIS) > -4 && gs1.GetBBS() == false)

{

gun1.MoveModel(X\_AXIS, -1 \* gs1.GetGunMove());

bullet.MoveModel(X\_AXIS, -1 \* gs1.GetGunMove());

}

break;

case GLUT\_KEY\_RIGHT:

if (gun1.GetModelCenter().GetCoordinate(X\_AXIS) < 4 && gs1.GetBBS() == false)

{

gun1.MoveModel(X\_AXIS, gs1.GetGunMove());

bullet.MoveModel(X\_AXIS, gs1.GetGunMove());

}

break;

case GLUT\_KEY\_UP:

break;

case GLUT\_KEY\_DOWN:

default:

break;

}

}

float CGameHandler::GetBeckgroundColorR()

{

return BGColor\_R;

}

float CGameHandler::GetBeckgroundColorG()

{

return BGColor\_G;

}

float CGameHandler::GetBeckgroundColorB()

{

return BGColor\_B;

}

void CGameHandler::ChangeBackgroundColors(float R, float G, float B)

{

BGColor\_R = R;

BGColor\_G = G;

BGColor\_B = B;

}

**CModel.cpp:**

#include "CModel.h"

#pragma region CONSTRUCTORs & DESTRUCTOR

CModel::CModel()

{

\_num\_of\_polygons = 2;

\_polygons\_array = new CPolygon[\_num\_of\_polygons];

}

CModel::CModel(int num\_of\_polygons)

{

\_polygons\_array = new CPolygon[\_num\_of\_polygons];

}

CModel::CModel(const CModel& model)

{

\_num\_of\_polygons = model.\_num\_of\_polygons;

\_polygons\_array = new CPolygon[\_num\_of\_polygons];

for (int i = 0; i < \_num\_of\_polygons; i++)

\_polygons\_array[i].DuplicatePolygon(model.\_polygons\_array[i]);

}

CModel::~CModel()

{

delete[] \_polygons\_array;

}

#pragma endregion

#pragma region Setting model properties

void CModel::SetNumberOfPolygons(int num\_of\_polygons)

{

delete[] \_polygons\_array;

\_num\_of\_polygons = num\_of\_polygons;

\_polygons\_array = new CPolygon[\_num\_of\_polygons];

}

void CModel::SetModelColor(Color color\_component, double color\_value)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

\_polygons\_array[i].SetPolygonColor(color\_component, color\_value);

}

void CModel::SetModelColor(double red\_component, double green\_component, double blue\_component)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].SetPolygonColor(red\_component, green\_component, blue\_component);

}

}

#pragma endregion

#pragma region Setting one polygon properties

void CModel::SetOnePolygon(int polygon\_index, CPolygon polygon)

{

\_polygons\_array[polygon\_index].DuplicatePolygon(polygon);

}

void CModel::SetOnePolygonColor(int polygon\_index, Color color\_component, double color\_value)

{

\_polygons\_array[polygon\_index].SetPolygonColor(color\_component, color\_value);

}

void CModel::SetOnePolygonColor(int polygon\_index, double red\_component, double green\_component, double blue\_component)

{

\_polygons\_array[polygon\_index].SetPolygonColor(red\_component, green\_component, blue\_component);

}

#pragma endregion

#pragma region Move model functions

void CModel::MoveModelTo(double x\_Coordinate, double y\_Coordinate, double z\_Coordinate)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].MovePolygonTo(x\_Coordinate,y\_Coordinate,z\_Coordinate);

}

}

void CModel::MoveModel(Axis axis, double move\_value)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].MovePolygon(axis, move\_value);

}

}

void CModel::MoveModel(double x\_move, double y\_move, double z\_move)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].MovePolygon(x\_move, y\_move, z\_move);

}

}

void CModel::MoveModel(CPoint point\_move)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].MovePolygon(point\_move);

}

}

void CModel::MoveModelCenter(Axis axis, double coordinate\_value)

{

CPoint p = GetModelCenter();

p.ScalePoint(-1, -1, -1);

MoveModel(p);

MoveModel(axis, coordinate\_value);

}

void CModel::MoveModelCenter(double x\_coordinate, double y\_coordinate, double z\_coordinate)

{

CPoint p = GetModelCenter();

p.ScalePoint(-1, -1, -1);

MoveModel(p);

MoveModel(x\_coordinate, y\_coordinate, z\_coordinate);

}

void CModel::MoveModelCenter(CPoint point\_coordinate)

{

CPoint p = GetModelCenter();

p.ScalePoint(-1, -1, -1);

MoveModel(p);

MoveModel(point\_coordinate);

}

#pragma endregion

#pragma region Scale model functions

void CModel::ScaleModel(Axis axis, double scale\_ratio)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].ScalePolygon(axis, scale\_ratio);

}

}

void CModel::ScaleModel(double x\_ratio, double y\_ratio, double z\_ratio)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].ScalePolygon(x\_ratio, y\_ratio, z\_ratio);

}

}

void CModel::ScaleSelfModel(Axis axis, double scale\_ratio)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].ScaleSelfPolygon(axis, scale\_ratio);

}

}

void CModel::ScaleSelfModel(double x\_ratio, double y\_ratio, double z\_ratio)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].ScaleSelfPolygon(x\_ratio, y\_ratio, z\_ratio);

}

}

#pragma endregion

#pragma region Rotate model functions

void CModel::RotateModel(Axis axis, double rotate\_value)

{

for (int i = 0; i < \_num\_of\_polygons; i++)

{

\_polygons\_array[i].RotatePolygon(axis, rotate\_value);

}

}

void CModel::RotateSelfModel(Axis axis, double rotate\_value)

{

CPoint model\_center = GetModelCenter();

model\_center.ScalePoint(-1, -1, -1);

MoveModel(model\_center);

model\_center.ScalePoint(-1, -1, -1);

RotateModel(axis, rotate\_value);

MoveModel(model\_center);

}

#pragma endregion

#pragma region Draw model function

void CModel::DrawModel()

{

for (int i = 0; i < \_num\_of\_polygons; i++)

\_polygons\_array[i].DrawPolygon();

}

#pragma endregion

#pragma region Get functions

CPolygon CModel::GetPolygon(int polygon\_index)

{

return \_polygons\_array[polygon\_index];

}

CPoint CModel::GetModelCenter()

{

CPoint sum1(0, 0, 0);

for (int i = 0; i < \_num\_of\_polygons; i++)

{

sum1.MovePoint(\_polygons\_array[i].GetPolygonCenter());

}

double scaleRatio = 1.0 / \_num\_of\_polygons;

sum1.ScalePoint(scaleRatio, scaleRatio, scaleRatio);

return sum1;

}

int CModel::GetNumberOfPolygons()

{

return \_num\_of\_polygons;

}

#pragma endregion

**CPolygon:**#include < stdlib.h>

#include "glut.h"

#include <math.h>

#include "CPolygon.h"

const float PI = (float)3.1415926536;

#pragma region CONSTRUCTORs & DESTRUCTOR

CPolygon::CPolygon()

{

\_num\_of\_points = 2;

\_points\_array = new CPoint[\_num\_of\_points];

}

CPolygon::CPolygon(int num\_of\_points)

{

\_num\_of\_points = num\_of\_points;

\_points\_array = new CPoint[\_num\_of\_points];

}

CPolygon::CPolygon(const CPolygon& polygon)

{

\_num\_of\_points = polygon.\_num\_of\_points;

\_points\_array = new CPoint[\_num\_of\_points];

for (int i = 0; i < \_num\_of\_points; i++)

\_points\_array[i] = polygon.\_points\_array[i].ClonePoint();

}

CPolygon::~CPolygon()

{

delete[] \_points\_array;

}

#pragma endregion

#pragma region Setting CPolygon properties

void CPolygon::SetNumberOfPoints(int num\_of\_points)

{

delete[] \_points\_array;

\_num\_of\_points = num\_of\_points;

\_points\_array = new CPoint[\_num\_of\_points];

}

void CPolygon::SetPolygonColor(Color color\_component, double color\_value)

{

for (int i = 0; i < \_num\_of\_points; i++)

\_points\_array[i].SetPointColor(color\_component, color\_value);

}

void CPolygon::SetPolygonColor(double red\_component, double green\_component, double blue\_component)

{

for (int i = 0; i < \_num\_of\_points; i++)

{

\_points\_array[i].SetPointColor(red\_component, green\_component, blue\_component);

}

}

void CPolygon::DuplicatePolygon(CPolygon polygon)

{

SetNumberOfPoints(polygon.GetNumberOfPoints());

for (int i = 0; i < \_num\_of\_points; i++)

SetOnePoint(i, polygon.GetPoint(i));

}

#pragma endregion

#pragma region Setting one point properties

void CPolygon::SetOnePoint(int point\_index, CPoint point)

{

\_points\_array[point\_index] = point.ClonePoint();

}

void CPolygon::SetOnePointCoordinates(int point\_index, double x\_coordinate, double y\_coordinate, double z\_coordinate)

{

\_points\_array[point\_index].SetPointCoordinates(x\_coordinate, y\_coordinate, z\_coordinate);

}

void CPolygon::SetOnePointColor(int point\_index, Color color\_component, double color\_value)

{

\_points\_array[point\_index].SetPointColor(color\_component, color\_value);

}

void CPolygon::SetOnePointColor(int point\_index, double red\_component, double green\_component, double blue\_component)

{

\_points\_array[point\_index].SetPointColor(red\_component, green\_component, blue\_component);

}

#pragma endregion

#pragma region Move polygon functions

void CPolygon::MovePolygonTo(double x\_Coordinate, double y\_Coordinate, double z\_Coordinate)

{

for (int i = 0; i < \_num\_of\_points; i++)

\_points\_array[i].MovePointTo(x\_Coordinate,y\_Coordinate,z\_Coordinate);

}

void CPolygon::MovePolygon(Axis axis, double move\_value)

{

for (int i = 0; i < \_num\_of\_points; i++)

\_points\_array[i].MovePoint(axis, move\_value);

}

void CPolygon::MovePolygon(double x\_move, double y\_move, double z\_move)

{

for (int i = 0; i < \_num\_of\_points; i++)

{

\_points\_array[i].MovePoint(x\_move, y\_move, z\_move);

}

}

void CPolygon::MovePolygon(CPoint point\_move)

{

for (int i = 0; i < \_num\_of\_points; i++)

{

\_points\_array[i].MovePoint(point\_move);

}

}

void CPolygon::MovePolygonCenter(Axis axis, double coordinate\_value)

{

CPoint p = GetPolygonCenter();

MovePolygon(axis, coordinate\_value - p.GetCoordinate(axis));

}

void CPolygon::MovePolygonCenter(double x\_coordinate, double y\_coordinate, double z\_coordinate)

{

CPoint p1 = GetPolygonCenter();

MovePolygon(x\_coordinate - p1.GetCoordinate(X\_AXIS), y\_coordinate - p1.GetCoordinate(Y\_AXIS), z\_coordinate - p1.GetCoordinate(Z\_AXIS));

}

void CPolygon::MovePolygonCenter(CPoint point\_coordinate)

{

CPoint p = GetPolygonCenter();

p.ScalePoint(-1, -1, -1);

MovePolygon(p);

MovePolygon(point\_coordinate);

}

#pragma endregion

#pragma region Scale polygon functions

void CPolygon::ScalePolygon(Axis axis, double scale\_ratio)

{

for (int i = 0; i < \_num\_of\_points; i++)

\_points\_array[i].ScalePoint(axis, scale\_ratio);

}

void CPolygon::ScalePolygon(double x\_ratio, double y\_ratio, double z\_ratio)

{

for (int i = 0; i < \_num\_of\_points; i++)

{

\_points\_array[i].ScalePoint(x\_ratio, y\_ratio, z\_ratio);

}

}

void CPolygon::ScaleSelfPolygon(Axis axis, double scale\_ratio)

{

CPoint polygon\_center = GetPolygonCenter();

polygon\_center.ScalePoint(-1, -1, -1);

MovePolygon(polygon\_center);

polygon\_center.ScalePoint(-1, -1, -1);

ScalePolygon(axis, scale\_ratio);

MovePolygon(polygon\_center);

}

void CPolygon::ScaleSelfPolygon(double x\_ratio, double y\_ratio, double z\_ratio)

{

CPoint polygon\_center = GetPolygonCenter();

polygon\_center.ScalePoint(-1, -1, -1);

MovePolygon(polygon\_center);

polygon\_center.ScalePoint(-1, -1, -1);

ScalePolygon(x\_ratio,y\_ratio,z\_ratio);

MovePolygon(polygon\_center);

}

#pragma endregion

#pragma region Rotate polygon functions

void CPolygon::RotatePolygon(Axis axis, double rotate\_value)

{

for (int i = 0; i < \_num\_of\_points; i++)

{

\_points\_array[i].RotatePoint(axis, rotate\_value);

}

}

void CPolygon::RotateSelfPolygon(Axis axis, double rotate\_value)

{

CPoint polygon\_center = GetPolygonCenter();

polygon\_center.ScalePoint(-1, -1, -1);

MovePolygon(polygon\_center);

polygon\_center.ScalePoint(-1, -1, -1);

RotatePolygon(axis, rotate\_value);

MovePolygon(polygon\_center);

}

#pragma endregion

#pragma region Draw polygon function

void CPolygon::DrawPolygon()

{

glPolygonMode(GL\_FRONT, GL\_FILL);

glBegin(GL\_POLYGON);

for(int i = 0; i < \_num\_of\_points; i++)

\_points\_array[i].DrawPoint();

glEnd();

}

#pragma endregion

#pragma region Get functions

CPoint CPolygon::GetPoint(int point\_index)

{

return \_points\_array[point\_index];

}

CPoint CPolygon::GetPolygonCenter()

{

CPoint sum(0, 0, 0);

for (int i = 0; i < \_num\_of\_points; i++)

sum.MovePoint(\_points\_array[i]);

double scale\_ratio = 1.0/\_num\_of\_points;

sum.ScalePoint(scale\_ratio, scale\_ratio, scale\_ratio);

return sum;

}

int CPolygon::GetNumberOfPoints()

{

return \_num\_of\_points;

}

#pragma endregion

**CMyOpenGLInit.cpp:**#include "CGameHandler.h"

#include "CMyOpenGLInit.h"

#include "glut.h"

CGameHandler MyGame;

void special(int key, int x, int y);

typedef unsigned char ubyte;

void specialkeys( int key, int x, int y );

void keyboard(unsigned char key, int x, int y);

void setOrthographicProjection()

{

glMatrixMode(GL\_PROJECTION);

glPushMatrix();

glLoadIdentity();

gluOrtho2D(0, glutGet(GLUT\_SCREEN\_WIDTH), 0, glutGet(GLUT\_SCREEN\_HEIGHT));

glScalef(1, -1, 1);

glTranslatef(0, -glutGet(GLUT\_SCREEN\_HEIGHT), 0);

glMatrixMode(GL\_MODELVIEW);

}

void resetPerspectiveProjection()

{

glMatrixMode(GL\_PROJECTION);

glPopMatrix();

glMatrixMode(GL\_MODELVIEW);

}

void renderBitmapString(float x, float y, void \*font, char \*string)

{

char \*c;

glRasterPos2f(x, y);

for (c = string; \*c != '\0'; c++)

{

glutBitmapCharacter(font, \*c);

}

}

void renderSpacedBitmapString(float x, float y, int spacing, void \*font, char \*string)

{

char \*c;

int x1 = x;

for (c = string; \*c != '\0'; c++)

{

glRasterPos2f(x1, y);

glutBitmapCharacter(font, \*c);

x1 = x1 + glutBitmapWidth(font, \*c) + spacing;

}

}

void renderVerticalBitmapString(float x, float y, int bitmapHeight, void \*font, char \*string)

{

char \*c;

int i;

for (c = string, i = 0; \*c != '\0'; i++, c++)

{

glRasterPos2f(x, y+bitmapHeight\*i);

glutBitmapCharacter(font, \*c);

}

}

void MyDraw()

{

glClear( GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT );

glPushMatrix();

glutPostRedisplay();

glClearColor(MyGame.GetBeckgroundColorR(), MyGame.GetBeckgroundColorG(), MyGame.GetBeckgroundColorB(), 0);

MyGame.DrawScene();

MyGame.LogicPart();

glPushMatrix();

glColor3f(0.0f, 0.0f, 1.0f);

setOrthographicProjection();

glLoadIdentity();

MyGame.WriteText();

resetPerspectiveProjection();

glPopMatrix();

glPopMatrix();

glutSwapBuffers();

}

void reshape( GLsizei width, GLsizei height )

{

GLdouble aspect;

glViewport( 0, 0, width, height );

aspect = (GLdouble) width / (GLdouble) height;

glMatrixMode( GL\_PROJECTION );

glLoadIdentity();

gluPerspective( 45.0, aspect, 1.0, 300.0 );

glMatrixMode( GL\_MODELVIEW );

}

CMyOpenGLInit::CMyOpenGLInit(int argc, char\* argv[])

{

int x, y;

MyGame.StartOfGame();

glutInit(&argc, argv);

x = glutGet(GLUT\_SCREEN\_WIDTH);

y = glutGet(GLUT\_SCREEN\_HEIGHT);

glutInitWindowPosition(0, 0);

glutInitWindowSize(x, y);

glutInitDisplayMode( GLUT\_RGBA | GLUT\_DEPTH | GLUT\_DOUBLE );

glutCreateWindow("Computer Graphics Project");

InitParameters();

glutKeyboardFunc( keyboard );

glutSpecialFunc( special );

glutReshapeFunc( reshape );

glutDisplayFunc (MyDraw);

glClearColor(MyGame.GetBeckgroundColorR(), MyGame.GetBeckgroundColorG(), MyGame.GetBeckgroundColorB(), 0);

glutMainLoop();

}

void CMyOpenGLInit::InitParameters()

{

glEnable( GL\_DEPTH\_TEST );

glEnable( GL\_CULL\_FACE );

glEnable( GL\_LIGHT0 );

glEnable( GL\_LIGHTING );

glEnable( GL\_NORMALIZE );

glColorMaterial( GL\_FRONT, GL\_AMBIENT\_AND\_DIFFUSE );

glEnable( GL\_COLOR\_MATERIAL );

}

void keyboard(unsigned char key, int x, int y)

{

MyGame.KeyPressed(key);

glutPostRedisplay();

}

void special(int key, int x, int y)

{

MyGame.SpecialKeyPressed(key);

glutPostRedisplay();

}

**CPoint:**

#include <math.h>

#include "CPoint.h"

#include "glut.h"

const float PI = (float)3.1415926536;

#pragma region Constructors

CPoint::CPoint()

{

\_x\_coordinate = 0;

\_y\_coordinate = 0;

\_z\_coordinate = 0;

\_red\_component = 0;

\_green\_component = 0;

\_blue\_component = 0;

}

CPoint::CPoint(double x\_coordinate, double y\_coordinate, double z\_coordinate)

{

\_x\_coordinate = x\_coordinate;

\_y\_coordinate = y\_coordinate;

\_z\_coordinate = z\_coordinate;

\_red\_component = 0;

\_green\_component = 0;

\_blue\_component = 0;

}

CPoint::CPoint(double x\_coordinate, double y\_coordinate, double z\_coordinate, double red\_component, double green\_component, double blue\_component)

{

\_x\_coordinate = x\_coordinate;

\_y\_coordinate = y\_coordinate;

\_z\_coordinate = z\_coordinate;

\_red\_component = red\_component;

\_green\_component = green\_component;

\_blue\_component = blue\_component;

}

#pragma endregion

#pragma region Move point functions

void CPoint::MovePointTo(double x\_Coordinate, double y\_Coordinate, double z\_Coordinate)

{

\_x\_coordinate = x\_Coordinate;

\_y\_coordinate = y\_Coordinate;

\_z\_coordinate = z\_Coordinate;

}

void CPoint::MovePoint(Axis axis, double move\_value)

{

switch (axis)

{

case X\_AXIS:

\_x\_coordinate += move\_value;

break;

case Y\_AXIS:

\_y\_coordinate += move\_value;

break;

case Z\_AXIS:

\_z\_coordinate += move\_value;

break;

}

}

void CPoint::MovePointX(double x\_move)

{

\_x\_coordinate += x\_move;

}

void CPoint::MovePointY(double y\_move)

{

\_y\_coordinate += y\_move;

}

void CPoint::MovePointZ(double z\_move)

{

\_z\_coordinate += z\_move;

}

void CPoint::MovePoint(double x\_move, double y\_move, double z\_move)

{

\_x\_coordinate += x\_move;

\_y\_coordinate += y\_move;

\_z\_coordinate += z\_move;

}

void CPoint::MovePoint(CPoint point\_move)

{

MovePointX(point\_move.GetX());

MovePointY(point\_move.GetY());

MovePointZ(point\_move.GetZ());

}

#pragma endregion

#pragma region Set point location functions

void CPoint::SetPointCoordinate(Axis axis, double coordinate\_value)

{

switch (axis)

{

case X\_AXIS:

SetPointX(coordinate\_value);

break;

case Y\_AXIS:

SetPointY(coordinate\_value);

break;

case Z\_AXIS:

SetPointZ(coordinate\_value);

break;

}

}

void CPoint::SetPointX(double x\_coordinate)

{

\_x\_coordinate = x\_coordinate;

}

void CPoint::SetPointY(double y\_coordinate)

{

\_y\_coordinate = y\_coordinate;

}

void CPoint::SetPointZ(double z\_coordinate)

{

\_z\_coordinate = z\_coordinate;

}

void CPoint::SetPointCoordinates(double x\_coordinate, double y\_coordinate, double z\_coordinate)

{

SetPointX(x\_coordinate);

SetPointY(y\_coordinate);

SetPointZ(z\_coordinate);

}

#pragma endregion

#pragma region Scale point functions

void CPoint::ScalePoint(Axis axis, double scale\_ratio)

{

switch (axis)

{

case X\_AXIS:

\_x\_coordinate \*= scale\_ratio;

break;

case Y\_AXIS:

\_y\_coordinate \*= scale\_ratio;

break;

case Z\_AXIS:

\_z\_coordinate \*= scale\_ratio;

break;

}

}

void CPoint::ScalePoint(double x\_ratio, double y\_ratio, double z\_ratio)

{

\_x\_coordinate \*= x\_ratio;

\_y\_coordinate \*= y\_ratio;

\_z\_coordinate \*= z\_ratio;

}

#pragma endregion

#pragma region Rotate point functions

void CPoint::RotatePoint(Axis axis, double rotate\_value)

{

switch (axis)

{

case X\_AXIS:

RotatePointX(rotate\_value);

break;

case Y\_AXIS:

RotatePointY(rotate\_value);

break;

case Z\_AXIS:

RotatePointZ(rotate\_value);

break;

}

}

void CPoint::RotatePointX(double x\_rotate)

{

double angle\_in\_radians = x\_rotate \* PI / 180;

double original\_y\_coordinate = \_y\_coordinate;

double cos\_value = cos(angle\_in\_radians);

double sin\_value = sin(angle\_in\_radians);

\_y\_coordinate = original\_y\_coordinate \* cos\_value - \_z\_coordinate \* sin\_value;

\_z\_coordinate = original\_y\_coordinate \* sin\_value + \_z\_coordinate \* cos\_value;

}

void CPoint::RotatePointY(double y\_rotate)

{

double angle\_in\_radians = y\_rotate \* PI / 180;

double original\_x\_coordinate = \_x\_coordinate;

double cos\_value = cos(angle\_in\_radians);

double sin\_value = sin(angle\_in\_radians);

\_x\_coordinate = \_z\_coordinate \* sin\_value + original\_x\_coordinate \* cos\_value;

\_z\_coordinate = \_z\_coordinate \* cos\_value - original\_x\_coordinate \* sin\_value;

}

void CPoint::RotatePointZ(double z\_rotate)

{

double angle\_in\_radians = z\_rotate \* PI / 180;

double original\_x\_coordinate = \_x\_coordinate;

double cos\_value = cos(angle\_in\_radians);

double sin\_value = sin(angle\_in\_radians);

\_x\_coordinate = original\_x\_coordinate \* cos\_value - \_y\_coordinate \* sin\_value;

\_y\_coordinate = original\_x\_coordinate \* sin\_value + \_y\_coordinate \* cos\_value;

}

#pragma endregion

#pragma region Set point color functions

void CPoint::SetPointColor(Color color\_component, double color\_value)

{

switch (color\_component)

{

case RED\_COMPONENT:

\_red\_component = color\_value;

break;

case GREEN\_COMPONENT:

\_green\_component = color\_value;

break;

case BLUE\_COMPONENT:

\_blue\_component = color\_value;

break;

}

}

void CPoint::SetPointRed(double red\_component)

{

\_red\_component = red\_component;

}

void CPoint::SetPointGreen(double green\_component)

{

\_green\_component = green\_component;

}

void CPoint::SetPointBlue(double blue\_component)

{

\_blue\_component = blue\_component;

}

void CPoint::SetPointColor(double red\_component, double green\_component, double blue\_component)

{

SetPointRed(red\_component);

SetPointGreen(green\_component);

SetPointBlue(blue\_component);

}

#pragma endregion

#pragma region Get functions

CPoint CPoint::ClonePoint()

{

CPoint new\_point(GetX(), GetY(), GetZ(), GetRed(), GetGreen(), GetBlue());

return new\_point;

}

double CPoint::GetCoordinate(Axis axis)

{

switch (axis)

{

case X\_AXIS:

return \_x\_coordinate;

break;

case Y\_AXIS:

return \_y\_coordinate;

break;

case Z\_AXIS:

return \_z\_coordinate;

break;

default:

break;

}

}

double CPoint::GetColor(Color color\_component)

{

switch (color\_component)

{

case RED\_COMPONENT:

return GetRed();

break;

case GREEN\_COMPONENT:

return GetGreen();

break;

case BLUE\_COMPONENT:

return GetBlue();

break;

default:

break;

}

}

double CPoint::GetX()

{

return \_x\_coordinate;

}

double CPoint::GetY()

{

return \_y\_coordinate;

}

double CPoint::GetZ()

{

return \_z\_coordinate;

}

double CPoint::GetRed()

{

return \_red\_component;

}

double CPoint::GetGreen()

{

return \_green\_component;

}

double CPoint::GetBlue()

{

return \_blue\_component;

}

void CPoint::DrawPoint()

{

glColor3f(\_red\_component, \_green\_component, \_blue\_component);

glVertex3f(\_x\_coordinate, \_y\_coordinate, \_z\_coordinate);

}

#pragma endregion

**GameState.cpp:**#include "GameState.h"

GameState::GameState()

{

RESET();

GameReboot = true;

}

void GameState::Gameover()

{

xChange = 0;

gunMove = 0;

GameOver = true;

}

void GameState::StageChange()

{

Stage++;

Level\_Number = 1;

xChange\_Multiplier = 1;

}

void GameState::GameFinished()

{

Congratz = true;

xChange = 0;

gunMove = 0;

}

void GameState::Stage2LivePlus1()

{

lives++;

StageUp = true;

}

void GameState::Stage3LivePlus3()

{

lives += 3;

StageUp = true;

}

int GameState::GetLives()

{

return lives;

}

void GameState::SetLives(int lives)

{

this->lives = lives;

}

double GameState::GetXChange()

{

return xChange;

}

void GameState::SetXChange(double x)

{

this->xChange = x;

}

double GameState::GetGunMove()

{

return gunMove;

}

void GameState::SetGunMove(double gm)

{

this->gunMove = gm;

}

bool GameState::GetGameOver()

{

return GameOver;

}

void GameState::SetGameOver(bool GO)

{

this->GameOver = GO;

}

int GameState::GetStage()

{

return Stage;

}

void GameState::SetStage(int St)

{

this->Stage = St;

}

int GameState::GetLevelNum()

{

return Level\_Number;

}

void GameState::SetLevelNum(int LN)

{

this->Level\_Number = LN;

AdvanceLevel();

}

void GameState::AdvanceLevel()

{

if (GetStage() < 3)

SetXCMulti(GetXCMulti() + 4);

else if (GetStage() == 3)

SetXCMulti(GetXCMulti() \* 1.5);

}

double GameState::GetXCMulti()

{

return xChange\_Multiplier;

}

void GameState::SetXCMulti(double xCM)

{

this->xChange\_Multiplier = xCM;

}

bool GameState::GetCongratz()

{

return Congratz;

}

void GameState::SetCongratz(bool C)

{

this->Congratz = C;

}

bool GameState::GetStageUp()

{

return StageUp;

}

void GameState::SetStageUp(bool SU)

{

this->StageUp = SU;

}

bool GameState::GetShotMissed()

{

return ShotMissed;

}

void GameState::SetShotMissed(bool SM)

{

this->ShotMissed = SM;

}

bool GameState::GetBulletHitTarget()

{

return BulletHitTarget;

}

void GameState::SetBulletHitTarget(bool BHT)

{

this->BulletHitTarget = BHT;

}

bool GameState::GetBullsEye()

{

return BullsEye;

}

void GameState::SetBullsEye(bool BE)

{

this->BullsEye = BE;

}

bool GameState::GetGameStarted()

{

return GameStarted;

}

void GameState::SetGameStarted(bool GS)

{

this->GameStarted = GS;

}

bool GameState::GetFirstShotBeenShot()

{

return FirstShotBeenShot;

}

void GameState::SetFirstShotBeenShot(bool FSBS)

{

this->FirstShotBeenShot = FSBS;

}

bool GameState::GetGameReboot()

{

return GameReboot;

}

void GameState::SetGameReboot(bool GGR)

{

this->GameReboot = GGR;

}

bool GameState::GetBBS()

{

return BULLETbeenSHOT;

}

void GameState::SetBBS(bool BULLETBS)

{

this->BULLETbeenSHOT = BULLETBS;

}

void GameState::ShootingHandler()

{

SetGameStarted(true);

if (GetLevelNum() >= 1)

{

SetBBS(true);

}

if (GetLevelNum() == 0)

{

SetLevelNum(GetLevelNum() + 1);

}

// on stage 3 target changes direction with each shot

if (GetStage() == 3)

{

SetXCMulti(GetXCMulti() \* -1);

}

}

void GameState::RESET()

{

if (xChange < 0)

{

xChange \*= -1;

}

GameOver = false;

Congratz = false;

Stage = 1;

lives = 10;

GameStarted = false;

FirstShotBeenShot = false;

Level\_Number = 0;

xChange\_Multiplier = 1;

gunMove = 1;

ShotMissed = false;

BulletHitTarget = false;

BullsEye = false;

StageUp = false;

GameReboot = false;

}

**Gun.cpp:**

#include "Gun.h"

#include <math.h>

#include "CModel.h"

#include "CPolygon.h"

#include "CCircle.h"

Gun::Gun(void)

{

SetNumberOfPolygons(31);

CPolygon square\_in\_cube;

square\_in\_cube.SetNumberOfPoints(4);

square\_in\_cube.SetOnePointCoordinates(0, 0, 0, 1);

square\_in\_cube.SetOnePointCoordinates(1, 0.75, 0, 1);

square\_in\_cube.SetOnePointCoordinates(2, 0.75, 0, 0);

square\_in\_cube.SetOnePointCoordinates(3, 0, 0, 0);

square\_in\_cube.SetPolygonColor(1, 0, 0);

SetOnePolygon(0, square\_in\_cube);

CPolygon square\_in\_cubeA;

square\_in\_cubeA.SetNumberOfPoints(4);

square\_in\_cubeA.SetOnePointCoordinates(0, 0, 1, 0);

square\_in\_cubeA.SetOnePointCoordinates(1, 0, 0, 0);

square\_in\_cubeA.SetOnePointCoordinates(2, 0, 0, 1);

square\_in\_cubeA.SetOnePointCoordinates(3, 0, 1, 1);

square\_in\_cubeA.SetPolygonColor(1, 0, 0);

SetOnePolygon(1, square\_in\_cubeA);

CPolygon square\_in\_cubeB;

square\_in\_cubeB.SetNumberOfPoints(4);

square\_in\_cubeB.SetOnePointCoordinates(3, 0, 0, 1);

square\_in\_cubeB.SetOnePointCoordinates(2, 0, 1, 1);

square\_in\_cubeB.SetOnePointCoordinates(1, 0.75, 1, 1);

square\_in\_cubeB.SetOnePointCoordinates(0, 0.75, 0, 1);

square\_in\_cubeB.SetPolygonColor(1, 0, 0);

SetOnePolygon(2, square\_in\_cubeB);

CPolygon square\_in\_cubeC;

square\_in\_cubeC.SetNumberOfPoints(4);

square\_in\_cubeC.SetOnePointCoordinates(0, 0, 0, 0);

square\_in\_cubeC.SetOnePointCoordinates(1, 0, 1, 0);

square\_in\_cubeC.SetOnePointCoordinates(2, 0.75, 1, 0);

square\_in\_cubeC.SetOnePointCoordinates(3, 0.75, 0, 0);

square\_in\_cubeC.SetPolygonColor(1, 0, 0);

SetOnePolygon(3, square\_in\_cubeC);

CPolygon square\_in\_cubeD;

square\_in\_cubeD.SetNumberOfPoints(4);

square\_in\_cubeD.SetOnePointCoordinates(3, 0.75, 1, 0);

square\_in\_cubeD.SetOnePointCoordinates(2, 0.75, 0, 0);

square\_in\_cubeD.SetOnePointCoordinates(1, 0.75, 0, 1);

square\_in\_cubeD.SetOnePointCoordinates(0, 0.75, 1, 1);

square\_in\_cubeD.SetPolygonColor(1, 0, 0);

SetOnePolygon(4, square\_in\_cubeD);

CPolygon Trigger;

Trigger.SetNumberOfPoints(4);

Trigger.SetOnePointCoordinates(3, 0.2, 1.75, -0.375);

Trigger.SetOnePointCoordinates(2, 0.55, 1.75, -0.375);

Trigger.SetOnePointCoordinates(1, 0.55, 1.35, -0.375);

Trigger.SetOnePointCoordinates(0, 0.2, 1.35, -0.375);

Trigger.SetPolygonColor(1, 1, 1);

SetOnePolygon(5, Trigger);

CPolygon square\_in\_cube1;

square\_in\_cube1.SetNumberOfPoints(4);

square\_in\_cube1.SetOnePointCoordinates(3, 0, 1, 0);

square\_in\_cube1.SetOnePointCoordinates(2, 0.75, 1, 0);

square\_in\_cube1.SetOnePointCoordinates(1, 0.75, 2, 0);

square\_in\_cube1.SetOnePointCoordinates(0, 0, 2, 0);

square\_in\_cube1.SetPolygonColor(1, 0, 0);

SetOnePolygon(6, square\_in\_cube1);

CPolygon square\_in\_cube2;

square\_in\_cube2.SetNumberOfPoints(4);

square\_in\_cube2.SetOnePointCoordinates(0, 0, 1, 1);

square\_in\_cube2.SetOnePointCoordinates(1, 0.75, 1, 1);

square\_in\_cube2.SetOnePointCoordinates(2, 0.75, 1.75, 1);

square\_in\_cube2.SetOnePointCoordinates(3, 0, 1.75, 1);

square\_in\_cube2.SetPolygonColor(0.4, 0.4, 0.4);

SetOnePolygon(7, square\_in\_cube2);

CPolygon square\_in\_cube3;

square\_in\_cube3.SetNumberOfPoints(4);

square\_in\_cube3.SetOnePointCoordinates(0, 0, 1.33, 0);

square\_in\_cube3.SetOnePointCoordinates(1, 0.75, 1.33, 0);

square\_in\_cube3.SetOnePointCoordinates(2, 0.75, 1.33, -0.75);

square\_in\_cube3.SetOnePointCoordinates(3, 0, 1.33, -0.75);

square\_in\_cube3.SetPolygonColor(1, 0, 0);

SetOnePolygon(8, square\_in\_cube3);

CPolygon square\_in\_cube4;

square\_in\_cube4.SetNumberOfPoints(4);

square\_in\_cube4.SetOnePointCoordinates(3, 0, 1, 0);

square\_in\_cube4.SetOnePointCoordinates(2, 0, 1.75, 0);

square\_in\_cube4.SetOnePointCoordinates(1, 0, 1.75, 1);

square\_in\_cube4.SetOnePointCoordinates(0, 0, 1, 1);

square\_in\_cube4.SetPolygonColor(0.4,0.4,0.4);

SetOnePolygon(9, square\_in\_cube4);

CPolygon square\_in\_cube6;

square\_in\_cube6.SetNumberOfPoints(4);

square\_in\_cube6.SetOnePointCoordinates(0, 0.75, 1, 0);

square\_in\_cube6.SetOnePointCoordinates(1, 0.75, 1.75, 0);

square\_in\_cube6.SetOnePointCoordinates(2, 0.75, 1.75, 1);

square\_in\_cube6.SetOnePointCoordinates(3, 0.75, 1, 1);

square\_in\_cube6.SetPolygonColor(0.4,0.4,0.4);

SetOnePolygon(10, square\_in\_cube6);

CPolygon square\_in\_cube7;

square\_in\_cube7.SetNumberOfPoints(4);

square\_in\_cube7.SetOnePointCoordinates(3, 0, 1.33, -0.75);

square\_in\_cube7.SetOnePointCoordinates(2, 0.75, 1.33, -0.75);

square\_in\_cube7.SetOnePointCoordinates(1, 0.75, 1.75, -0.75);

square\_in\_cube7.SetOnePointCoordinates(0, 0, 1.75, -0.75);

square\_in\_cube7.SetPolygonColor(1, 0, 0);

SetOnePolygon(11, square\_in\_cube7);

CPolygon square\_in\_cube8;

square\_in\_cube8.SetNumberOfPoints(4);

square\_in\_cube8.SetOnePointCoordinates(0, 0, 1.75, 0);

square\_in\_cube8.SetOnePointCoordinates(1, 0.75, 1.75, 0);

square\_in\_cube8.SetOnePointCoordinates(2, 0.75, 1.75, -1.5);

square\_in\_cube8.SetOnePointCoordinates(3, 0, 1.75, -1.5);

square\_in\_cube8.SetPolygonColor(0.4,0.4,0.4);

SetOnePolygon(12, square\_in\_cube8);

CPolygon Trigger\_Other\_Side;

Trigger\_Other\_Side.SetNumberOfPoints(4);

Trigger\_Other\_Side.SetOnePointCoordinates(0, 0.2, 1.75, -0.375);

Trigger\_Other\_Side.SetOnePointCoordinates(1, 0.55, 1.75, -0.375);

Trigger\_Other\_Side.SetOnePointCoordinates(2, 0.55, 1.35, -0.375);

Trigger\_Other\_Side.SetOnePointCoordinates(3, 0.2, 1.35, -0.375);

Trigger\_Other\_Side.SetPolygonColor(1, 1, 1);

SetOnePolygon(13, Trigger\_Other\_Side);

CPolygon square\_in\_cube9;

square\_in\_cube9.SetNumberOfPoints(4);

square\_in\_cube9.SetOnePointCoordinates(0, 0, 2, 1);

square\_in\_cube9.SetOnePointCoordinates(1, 0.75, 2, 1);

square\_in\_cube9.SetOnePointCoordinates(2, 0.75, 2, -1.5);

square\_in\_cube9.SetOnePointCoordinates(3, 0, 2, -1.5);

square\_in\_cube9.SetPolygonColor(0.4, 0.4, 0.4);

SetOnePolygon(14, square\_in\_cube9);

CPolygon square\_in\_cube\_7\_OtherSide;

square\_in\_cube\_7\_OtherSide.SetNumberOfPoints(4);

square\_in\_cube\_7\_OtherSide.SetOnePointCoordinates(0, 0, 1.33, -0.75);

square\_in\_cube\_7\_OtherSide.SetOnePointCoordinates(1, 0.75, 1.33, -0.75);

square\_in\_cube\_7\_OtherSide.SetOnePointCoordinates(2, 0.75, 1.75, -0.75);

square\_in\_cube\_7\_OtherSide.SetOnePointCoordinates(3, 0, 1.75, -0.75);

square\_in\_cube\_7\_OtherSide.SetPolygonColor(1, 0, 0);

SetOnePolygon(15, square\_in\_cube\_7\_OtherSide);

CPolygon square\_in\_cube10;

square\_in\_cube10.SetNumberOfPoints(4);

square\_in\_cube10.SetOnePointCoordinates(3, 0, 1.75, -1.5);

square\_in\_cube10.SetOnePointCoordinates(2, 0, 2, -1.5);

square\_in\_cube10.SetOnePointCoordinates(1, 0, 2, 1);

square\_in\_cube10.SetOnePointCoordinates(0, 0, 1.75, 1);

square\_in\_cube10.SetPolygonColor(0.4, 0.4, 0.4);

SetOnePolygon(16, square\_in\_cube10);

CPolygon square\_in\_cube11;

square\_in\_cube11.SetNumberOfPoints(4);

square\_in\_cube11.SetOnePointCoordinates(0, 0.75, 1.75, -1.5);

square\_in\_cube11.SetOnePointCoordinates(1, 0.75, 2, -1.5);

square\_in\_cube11.SetOnePointCoordinates(2, 0.75, 2, 1);

square\_in\_cube11.SetOnePointCoordinates(3, 0.75, 1.75, 1);

square\_in\_cube11.SetPolygonColor(0.4, 0.4, 0.4);

SetOnePolygon(17, square\_in\_cube11);

CPolygon square\_in\_cube12;

square\_in\_cube12.SetNumberOfPoints(4);

square\_in\_cube12.SetOnePointCoordinates(3, 0, 1.75, 1);

square\_in\_cube12.SetOnePointCoordinates(2, 0, 2, 1);

square\_in\_cube12.SetOnePointCoordinates(1, 0.75, 2, 1);

square\_in\_cube12.SetOnePointCoordinates(0, 0.75, 1.75, 1);

square\_in\_cube12.SetPolygonColor(0.4, 0.4, 0.4);

SetOnePolygon(18, square\_in\_cube12);

CPolygon square\_in\_cube13;

square\_in\_cube13.SetNumberOfPoints(4);

square\_in\_cube13.SetOnePointCoordinates(0, 0, 1.75, -1.5);

square\_in\_cube13.SetOnePointCoordinates(1, 0, 2, -1.5);

square\_in\_cube13.SetOnePointCoordinates(2, 0.75, 2, -1.5);

square\_in\_cube13.SetOnePointCoordinates(3, 0.75, 1.75, -1.5);

square\_in\_cube13.SetPolygonColor(0.4, 0.4, 0.4);

SetOnePolygon(19, square\_in\_cube13);

//Sight

CPolygon square\_in\_cube14;

square\_in\_cube14.SetNumberOfPoints(4);

square\_in\_cube14.SetOnePointCoordinates(0, 0.3, 2.1, -1.5);

square\_in\_cube14.SetOnePointCoordinates(1, 0.3, 2, -1.5);

square\_in\_cube14.SetOnePointCoordinates(2, 0.45, 2, -1.5);

square\_in\_cube14.SetOnePointCoordinates(3, 0.45, 2.1, -1.5);

square\_in\_cube14.SetPolygonColor(0, 1, 0);

SetOnePolygon(20, square\_in\_cube14);

CPolygon square\_in\_cube14\_OtherSide;

square\_in\_cube14\_OtherSide.SetNumberOfPoints(4);

square\_in\_cube14\_OtherSide.SetOnePointCoordinates(3, 0.3, 2.1, -1.5);

square\_in\_cube14\_OtherSide.SetOnePointCoordinates(2, 0.3, 2, -1.5);

square\_in\_cube14\_OtherSide.SetOnePointCoordinates(1, 0.45, 2, -1.5);

square\_in\_cube14\_OtherSide.SetOnePointCoordinates(0, 0.45, 2.1, -1.5);

square\_in\_cube14\_OtherSide.SetPolygonColor(0, 1, 0);

SetOnePolygon(21, square\_in\_cube14\_OtherSide);

CCircle bullet\_hole;

bullet\_hole.SetNumberOfPoints(4);

bullet\_hole.MovePolygonCenter(3.7, 18.65, -15.1);

bullet\_hole.SetPolygonColor(0, 0, 0);

bullet\_hole.ScalePolygon(0.1,0.1,0.1);

bullet\_hole.RotateSelfPolygon(Y\_AXIS, 180);

SetOnePolygon(22, bullet\_hole);

CCircle bullet\_hole\_OtherSide;

bullet\_hole\_OtherSide.SetNumberOfPoints(4);

bullet\_hole\_OtherSide.MovePolygonCenter(3.7, 18.65, -15.1);

bullet\_hole\_OtherSide.SetPolygonColor(0, 0, 0);

bullet\_hole\_OtherSide.ScalePolygon(0.1, 0.1, 0.1);

SetOnePolygon(23, bullet\_hole\_OtherSide);

//Nitzra

CPolygon square\_in\_cube15;

square\_in\_cube15.SetNumberOfPoints(4);

square\_in\_cube15.SetOnePointCoordinates(0, 0.3, 2.1, 1);

square\_in\_cube15.SetOnePointCoordinates(1, 0.3, 2, 1);

square\_in\_cube15.SetOnePointCoordinates(2, 0.45, 2, 1);

square\_in\_cube15.SetOnePointCoordinates(3, 0.45, 2.1, 1);

square\_in\_cube15.SetPolygonColor(0.2,0.3,0.4);

SetOnePolygon(24, square\_in\_cube15);

CPolygon square\_in\_cube16;

square\_in\_cube16.SetNumberOfPoints(4);

square\_in\_cube16.SetOnePointCoordinates(0, 0.3, 2.1, 1);

square\_in\_cube16.SetOnePointCoordinates(1, 0.45, 2.1, 1);

square\_in\_cube16.SetOnePointCoordinates(2, 0.45, 2, 0.95);

square\_in\_cube16.SetOnePointCoordinates(3, 0.3, 2, 0.95);

square\_in\_cube16.SetPolygonColor(0.2,0.3,0.4);

SetOnePolygon(25, square\_in\_cube16);

CPolygon Triangle\_Left;

Triangle\_Left.SetNumberOfPoints(4);

Triangle\_Left.SetOnePointCoordinates(3, 0.3, 2.1, 1);

Triangle\_Left.SetOnePointCoordinates(2, 0.3, 2, 1);

Triangle\_Left.SetOnePointCoordinates(1, 0.3, 2, 0.95);

Triangle\_Left.SetOnePointCoordinates(0, 0.3, 2, 0.95);

Triangle\_Left.SetPolygonColor(0.2,0.3,0.4);

SetOnePolygon(26, Triangle\_Left);

CPolygon Triangle\_Right;

Triangle\_Right.SetNumberOfPoints(4);

Triangle\_Right.SetOnePointCoordinates(0, 0.45, 2.1, 1);

Triangle\_Right.SetOnePointCoordinates(1, 0.45, 2, 1);

Triangle\_Right.SetOnePointCoordinates(2, 0.45, 2, 0.95);

Triangle\_Right.SetOnePointCoordinates(3, 0.45, 2, 0.95);

Triangle\_Right.SetPolygonColor(0.2,0.3,0.4);

SetOnePolygon(27, Triangle\_Right);

CPolygon square\_in\_cube17;

square\_in\_cube17.SetNumberOfPoints(4);

square\_in\_cube17.SetOnePointCoordinates(3, 0, 1.75, 1);

square\_in\_cube17.SetOnePointCoordinates(2, 0.75, 1.75, 1);

square\_in\_cube17.SetOnePointCoordinates(1, 0.75, 1.75, -1.5);

square\_in\_cube17.SetOnePointCoordinates(0, 0, 1.75, -1.5);

square\_in\_cube17.SetPolygonColor(0.4, 0.4, 0.4);

SetOnePolygon(28, square\_in\_cube17);

CPolygon Bottom\_Of\_Gun;

Bottom\_Of\_Gun.SetNumberOfPoints(4);

Bottom\_Of\_Gun.SetOnePointCoordinates(0, 0, 0, 0);

Bottom\_Of\_Gun.SetOnePointCoordinates(1, 0.75, 0, 0);

Bottom\_Of\_Gun.SetOnePointCoordinates(2, 0.75, 0, 1);

Bottom\_Of\_Gun.SetOnePointCoordinates(3, 0, 0, 1);

Bottom\_Of\_Gun.SetPolygonColor(1,0,0);

SetOnePolygon(29, Bottom\_Of\_Gun);

CPolygon Bottom\_Of\_Trigger;

Bottom\_Of\_Trigger.SetNumberOfPoints(4);

Bottom\_Of\_Trigger.SetOnePointCoordinates(3, 0, 1.33, 0);

Bottom\_Of\_Trigger.SetOnePointCoordinates(2, 0.75, 1.33, 0);

Bottom\_Of\_Trigger.SetOnePointCoordinates(1, 0.75, 1.33, -0.75);

Bottom\_Of\_Trigger.SetOnePointCoordinates(0, 0, 1.33, -0.75);

Bottom\_Of\_Trigger.SetPolygonColor(1, 0, 0);

SetOnePolygon(30, Bottom\_Of\_Trigger);

}

**main.cpp:**#include "CMyOpenGLInit.h"

void main(int argc, char\* argv[])

{

CMyOpenGLInit MyGame(argc, argv);

}

**Target.cpp:**#include "Target.h"

#include <stdio.h>

Target::Target()

{

SetNumberOfPolygons(5);

CCircle circle5(360);

circle5.ScaleSelfPolygon(1.3, 1.3, 1.3);

circle5.SetPolygonColor(1, 0, 0);

circle5.MovePolygonCenter(-0.142, 0.7, -15);

SetOnePolygon(0, circle5);

circle5.ScaleSelfPolygon(0.8, 0.8, 0.8);

circle5.SetPolygonColor(1, 1, 1);

circle5.MovePolygon(0, 0, 0.0001);

SetOnePolygon(1, circle5);

circle5.ScaleSelfPolygon(0.7, 0.7, 0.7);

circle5.SetPolygonColor(1, 0, 0);

circle5.MovePolygon(0, 0, 0.0001);

SetOnePolygon(2, circle5);

circle5.ScaleSelfPolygon(0.6, 0.6, 0.6);

circle5.SetPolygonColor(1, 1, 1);

circle5.MovePolygon(0, 0, 0.0001);

SetOnePolygon(3, circle5);

circle5.ScaleSelfPolygon(0.5, 0.5, 0.5);

circle5.SetPolygonColor(0.4, 0.4, 0.4);

circle5.MovePolygon(0, 0, 0.0001);

SetOnePolygon(4, circle5);

}

void Target::TargetMovement(GameState &gs1)

{

if (gs1.GetGameReboot() == true)

{

gs1.SetXChange(0.0025);

gs1.SetGameReboot(false);

}

if (gs1.GetStage() == 1 && gs1.GetBBS() == false)

{

if (GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) > 10.4)

{

gs1.SetXChange(gs1.GetXChange() \* -1);

}

if (GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) < -10.4)

{

gs1.SetXChange(gs1.GetXChange() \* -1);

}

MoveModel(gs1.GetXChange() \* gs1.GetXCMulti(), 0, 0);

}

//Target Movement While The Bullet is Being shot:

if (gs1.GetStage() > 1)

{

if (GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) > 10.4)

{

gs1.SetXChange(gs1.GetXChange() \* -1);

}

if (GetPolygon(0).GetPolygonCenter().GetCoordinate(X\_AXIS) < -10.4)

{

gs1.SetXChange(gs1.GetXChange() \* -1);

}

MoveModel(gs1.GetXChange() \* gs1.GetXCMulti(), 0, 0);

}

}

Target::~Target()

{

}